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Executive Summary

The deliverable is organized as follows. The Introduction positions this deliverable in the NeOn context, and presents the basic organization of a formal framework for collaborative ontology design, and what notions are treated. In Section 2, Requirements and tools for collaboration in cooperative knowledge communities, we provide a state of art about definitions, methods and tools for collaboration in knowledge-intensive work, and why we need a conceptual framework to discuss them and to move on. In Section 3, Overview and foundations of the Collaborative Ontology Design Ontology, we give an overview of the conceptual framework, encoded in C-ODO, the Collaborative Ontology Design Ontology, and briefly describe the ontologies and modules that have been reused in C-ODO. In Section 4, C-ODO as a language for collaborative ontology design, C-ODO is detailed in terms of its rationale, according to which design-related entities are classified either as descriptions or as situations and organized in a number of layers: the project layer, the workflow layer, the argumentation layer, the rationale layer, and the pattern layer. All concepts, entities, and other relevant aspects are presented in three formats: OWL(DL), UML-style diagrams, natural language. In Section 5, a minimal schedule of the tasks in the next deliverable of T2.1 is outlined.
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1. Introduction

1.1 The place of design and collaboration in the NeOn global vision

A prototypical use case for ontology design in NeOn can be the following, inspired by the WP7 FAO fishery case study:

- Jeff is an executive at the Blue Turtle marketing strategy consulting firm, and needs to build an ontology to organize/filter information about salmon commodities. He needs to monitor knowledge from experts in fisheries, fish marketing, food safety, and potential consumers.
- Jeff knows of existing FAO thesauri and fact sheets, food safety models, markets data, folksonomies and textual data from fish consumers forums, wikis, blogs, etc. He wants to reuse them.
- Blue Turtle has an ISO9001 workflow for knowledge management, including evaluation and argumentation protocols for collaborative work.
- Blue Turtle needs to deliver annotations of data in all official FAO languages (English, Arabic, French, Chinese, Spanish).
- Jeff wants to semi-automatize the creation of the backbone of the ontology by leveraging on best practices and design patterns.

The use case prototype has been devised as a thought experiment that sums up the requirements, desiderata, and expectations that have been collected for NeOn WP2 research. The expected support can be articulated as follows:

- **Design** in NeOn
  - Support to reuse existing ontologies, design patterns, etc., or to reengineer thesauri, lexicons, folksonomies, database schemas, knowledge from corpora (cf. tasks T2.2, T2.5).
  - Support to make an ontology functional to a given task through appropriate evaluation and selection (cf. tasks T2.2, T2.5).

- **Collaboration** in NeOn
  - Support to discuss and get consensus on an ontology element and its rationale (cf. task T2.3).
  - Support to make an ontology usable in a multilingual environment or network (cf. task T2.4).

As usual in these cases, we first addressed these four support requests by assessing the state-of-art and acquiring (preliminary) requirements. This made us realize how the multifaceted aspects of ontology design need a common conceptual framework, in which the functionalities required (or already performed) by designers during their interaction in real ontology projects can be modelled. This framework would support the understanding of two important aspects of WP2's subject matter: the specification of functionalities in order to implement WP2 tools, and the integration of such functionalities in collaborative ontology design.

We believe that these two issues can only be clarified by describing actual social interactions, beyond the information flow pertaining to interactions, which has already entered a computational process. For example, we are interested in the process that makes designers decide on a given design solution, rather than in the computational process underlying the exchange of information between designers through, for instance, email or chat messages. The second process needs to
be supported by a robust computational platform for ontology design, but a good design tool should primarily support the first, social process. It is quite obvious that establishing if email or chat metaphors are adequate to decision making should be based on the description and evaluation of typical designers’ interaction.

Task T2.1 is therefore dedicated to the development of a common conceptual framework for collaborative ontology design, and this deliverable is the first step towards it.

This deliverable establishes collaborative ontology design as a research agenda, and abstracts out from the current state of art on collaborative ontology design-related functionalities, methods, and tools. The main upshot of the deliverable is C-ODO, the Collaborative Ontology Design Ontology: a formal framework that can be used as a requirement language for the social level of ontology design. For example, we expect to model a use case with a complexity at least comparable to the Blue Turtle use case, and to use that model to create a semantically native web-based work environment that reflects the requirement model. The specification and implementation of tools that support that work environment will be the subject of the forthcoming deliverable D2.3.1, while here we concentrate on the formal framework alone.

We assume that any specification at the computational level should reflect the social requirements of ontology design and do it in one of two ways: either by substituting social-level tasks with computational tasks or by assisting social-level tasks, specified as proxies within a workflow of computational tasks. For example, suppose Blue Turtle has a sophisticated (social-level) method for ontology evaluation: from our perspective, it can be formally described and, if the evaluation is limited to the structural aspects of an ontology, most tasks can be accomplished by an implemented algorithm, hence substituting the social-level tasks. On the other hand, if evaluation at some point requires an active decision role played by a human agent, that role can only be proxied by the tool, which results to be just an assistant to the social tasks.

We assume that any specification at the computational level should reflect the social requirements of ontology design and do it in one of two ways: either by substituting social-level tasks with computational tasks or by assisting social-level tasks, specified as proxies within a workflow of computational tasks. For example, suppose Blue Turtle has a sophisticated (social-level) method for ontology evaluation: from our perspective, it can be formally described and, if the evaluation is limited to the structural aspects of an ontology, most tasks can be accomplished by an implemented algorithm, hence substituting the social-level tasks. On the other hand, if evaluation at some point requires an active decision role played by a human agent, that role can only be proxied by the tool, which results to be just an assistant to the social tasks.

Being clear about what (and how) social-level methods or tasks are substituted, and what methods, roles or tasks are proxied can significantly improve the semantic interoperability between tools and social practices, as made clear since a long time in requirements engineering on experimental basis [Gog93, JRS97]. In particular, our distinction between social and computational tasks maps the first three worlds from [JRS97] (domain and usage worlds are mapped to social-level, and system world to computational world). The advantages of meta-modelling and formal representation of these tasks are recognized and motivated at least since early nineties [MBJK90, Poh93]. Recently, a renovated attention is spreading out to formalizing requirements engineering and application dependability in the context of the Semantic Web (e.g. [DS06]).

Expected relations of D2.1.1 to other work in NeOn include: providing WP5 with a formal vocabulary for describing the functionalities and methods involved in ontology engineering; modelling and matching requirements coming from use cases in WP7-WP8; interlacing C-ODO and OMV (jointly with WP1) towards a forthcoming ontology meta-level (not only metadata) open initiative. Moreover, several design aspects raised in D2.1.1 by C-ODO and the state of art review are intertwined with WP4 tasks. Finally, the analysis/specification/implementation cycle in NeOn can be informed by the formal analysis available with C-ODO, and this possibility clearly calls for collaboration with WP6.

The deliverable is organized as follows. In the remainder of this Section 1 we introduce the basic organization of the framework, what notions are treated, and how they are related to the use cases questions raised above. In Section 2 we provide a state of art about definitions, methods and tools for collaboration in knowledge-intensive work and in ontology design, together with general motivations for our proposal. In Section 3 we give an overview of the conceptual framework encoded in C-ODO, the Collaborative Ontology Design Ontology, and briefly describe the ontologies and modules that have been reused in C-ODO. In Section 4 C-ODO is detailed in terms of its rationale, according to which design-related entities are classified either as descriptions or as situations and organized in a number of layers: the project layer, the workflow layer, the
argumentation layer, the rationale layer, and the pattern layer. All concepts, entities, and other relevant aspects are presented in three formats: OWL(DL), UML-style diagrams, natural language.

1.2 Informal description of our approach

A unifying framework for describing ontology design should be general enough to encompass all the approaches that address collaboration and ontology design, and should also be practical enough to be implemented without creating unnecessary complexity in local solutions, models, and tools. Moreover, it should not be a particular methodology (the suggestion of specific methodologies is a task carried out in NeOn WP5), but should provide enough expressivity to describe different methods or aggregations of methods.

We consider ontology design in terms of its objective, scope, components, and support. In the following we provide summary definitions of these terms. This should give the reader a general idea of how this deliverable sets out the treatment of the problems at hand.

1.2.1 Basic assumptions and notions

The objective of ontology design is to help solving the problem of making choices from the (potentially infinite) choice space offered by the used logical language and available vocabulary. Formulating an objective helps getting started with designing an ontology. In analogy with the 'blank page effect' of writers, there exists a 'blank model effect', which needs to be dealt with in terms of the objective of the model.

The scope of (networked) ontology design is related to establishing what we want to describe the design of. In principle, we could describe the design of any kind of data, process, or resource followed, used or generated during the lifecycle of ontologies over the semantic web: classes, individuals, annotations, email discussions, handbooks, etc. Although our proposal is in principle general and robust enough to support the design of all of these kinds of data, the focus of this deliverable is on ontology design only.¹ Please note that because of the networked perspective we take here, design is not to be intended as limited to creation time, i.e. to an initial phase of an ontology lifecycle, but as an aspect of the entire ontology lifecycle.

The components of ontology design are supposed to characterize the objective and the scope of ontology design. Such components need to be considered from two perspectives. On the one hand, we should be able to determine what entities should such components be. On the other hand, we should be able to determine how to represent such entities. Listed below are the main types of entities selected so far:

¹ The design of e.g. a workflow or a project can be treated similarly, but goes beyond the scope of this deliverable, which is to characterize the choices made within ontologies and ontology elements.
Network of ontologies: the semantics of the relations between ontologies. Please note that because of the networked perspective we take here, design is not to be intended as limited to creation time, i.e. to an initial phase of an ontology lifecycle, but as an aspect of the entire ontology lifecycle (sections 3.2.5, 4.5).

Ontology element: an (identified) element of an ontology, like a concept, a relation, an instance, an axiom, etc. (sections 3.1, 4.4.3).

Knowledge resource: any piece of knowledge that is used while working on the design of an ontology, including modules, workspaces, sources, libraries, networks, etc. (sections 3.1, 4.1, 4.2, 4.4.3).

Ontology design rationale: the reasons why an ontology is designed the way it is. Reasons can be grounded on content, task, or sustainability data (section 4.4). The application of ontology design rationales typically produces a choice space for a set of ontology elements.

Ontology project: a project having the goal of influencing the lifecycle of a networked ontology (section 4.1).

Epistemic workflow: a generalization over the possible relations holding between two ontology elements, as they are created, discussed, used or modified by ontology designers (section 4.2).

Collaborative workflow: a special case of epistemic workflow, which is characterized by the ultimate goal of designing networked ontologies, and by specific relations between designers, ontology elements, and collaborative tasks (section 4.2).

Argumentation: a structure for discussing possible design solutions, based on rationales and dialectic rules (section 4.3).

Design solution: a state of an ontology or a part of it at time t (section 4.5).

Design making: a situation in which ontology design rationales are implemented in order to obtain certain design solutions. Design making is unfolded by executing design operations that accomplish a functionality by following a method (section 4.4).
• **Choice space**: a space of design solutions allowed by an ontology design rationale on a set of ontology elements (section 4.4).

• **Design pattern**: a configuration of ontology elements that is relevant from the logical, architectural, or conceptual viewpoint (section 4.5).

• **Functionality**: a task to be accomplished by a design operation according to a method (sections 4.1, 4.2, 5).

As mentioned above, a choice is also required on how to represent these components. To do so we distinguish between two levels of representation:

1. **Social level**: a ‘social view’ on an ontology development project. At this level components are characterized in terms of what happens in the real world when a person, a group of people, or a community decide to build an ontology or an ontology network in a collaborative fashion. The social level allows to describe the domain of research through the components and to provide developers of a NeOn-compliant platform with a requirement analysis. This level refers to the first two worlds (domain and usage) of requirements engineering in [JRS97].

2. **System level**: a ‘system view’ on an ontology development project. At this level components are represented in terms of the methods and the techniques that provide (possible) solutions for supporting what is described at the social level. Such methods and techniques are the base-models for the design and implementation of a NeOn-platform. This level refers to the third world (system) of requirements engineering in [JRS97].

Finally, **support** consists of the functionalities that (are needed to) support collaborative ontology design. The present list of functionalities includes evaluation, selection, re-engineering, learning, upgrading database content, mapping, collaborative workflow, argumentation, provenance, data annotation, social network analysis, lexical domains, ontology localization, multilingual ontology integration.

### 1.2.2 Preliminary intuition of the support required in the scenario from 1.1

We provide here informal comments to the support requirements from section 1.1:

1. **How to reuse existing ontologies, design patterns, etc., or to reengineer thesauri, lexicons, folksonomies, database schemas, knowledge from corpora**

   When using logical languages like OWL or when reusing existing ontologies, modules, and folksonomies, the choice space is huge and cognitively intractable. Useful solutions include e.g. pre-compiled patterns or best practices, which help making explicit the design rationales of logical and content encoding. For example, it could be more effective in a team to carry out discussions based on a shared understanding of the distinctions assumed by the members. An example in logic: sharing a practice on how to represent classes as values or n-ary relations greatly speeds up the process of getting consensus on an ontology. As a content example, agreeing on a distinction between events and objects or agreeing on the same meaning of a part-of relation (say, on its transitivity) could be key to make progress on a conceptual conflict between two ontology designers. In these cases, by representing the choice space, we can then represent the design rationales of logical modelling and content creation.

2. **How to make an ontology functional to a given task, through appropriate evaluation and selection?**

   The choice space can be reduced by making explicit tasks or competency questions that an ontology should accomplish or help answering. Useful solutions include e.g. pre-compiled use cases, unit tests, etc. For example, agreeing on a typical use case, or matching an ontology against a test knowledge base makes explicit the required or existing design rationales that
depend on task, thus further reducing the choice space. The lower layers of C-ODO structure help expressing requirements for support on design rationales and making, design pattern schemas, and design solutions from choice spaces. Furthermore, the integration of C-ODO with OMV (a metadata vocabulary for ontologies) [HSHP05], and oQual (a metamodel for ontology evaluation and selection) [GCCL06a] makes it easier describing collaborative ontology design against evaluation and selection of ontologies and reusable components.

3. **How to discuss and possibly get consensus on an ontology element and its rationale?**

Controlling design on the logical, content, and task-oriented aspects is not enough, because the designers in a team should also be enabled to discuss those choices explicitly, and to possibly get consensus. Consensus reaching and team collaboration requires explicit argumentation structures and role-task distribution within an appropriate workflow. The upper layers of C-ODO structure help expressing requirements for support on argumentation, collaborative workflow enactment, and ontology project management.

4. **How to make an ontology usable in a multilingual environment or network?**

Finally, the lexical encoding of ontologies is crucial for collaborative design, and appropriate support must be provided. Expressing requirements for support on multilingual ontology design is allowed by the classes on the lexical expression of ontology elements in C-ODO.

Having a formal framework in place (C-ODO), the resources (functionalities, models, methods, and tools) can be represented and discussed with reference to their place within collaborative ontology design aspects. For example, some resources can be considered as *solutions for the (software) implementation* of a functionality, others are *solutions for the (social) achievement* of a functionality, others are just *representations of a possible solution*, and still others are neither solutions nor representations of solutions, but *knowledge resources* to be employed during collaborative ontology design activities.
2. Literature on collaboration and ontology design

2.1 Introduction

This section presents overviews of the literature on collaboration in cooperative knowledge communities and on ontology design.

2.2 Collaboration

We here present an overview of the literature on collaboration in cooperative knowledge communities, with a focus on requirements (Sec. 2.2.1), tools (Sec. 2.2.2) and their matching (Sec. 2.2.3). Going through the following examples of work done on issues of computer-assisted collaboration allows to get acquainted with the terminology used in the field. In addition, this overview makes explicit two issues that have determined the direction of our work on collaboration throughout this deliverable:

1. The notion of collaboration is not univocal. Moreover, despite having been widely treated in the literature, none of the existing treatments provides a sufficiently general definition for it. The tables below, 1 (Example of comparison between collaboration requirements) and 2 (Example of comparison between collaboration tools), provide a synthetic view on this claim. As a matter of fact, each proposal (i.e. each column) defines specific requirements or functionalities for given groups of users. But the proposals do not describe their intended groups of users, of requirements or of functionalities in terms of a common conceptualisation. In other words, the headings of each row in the two tables are by no means an ontology, but simple abstractions used here for the purpose of the present discussion. Furthermore even by sticking to such simple abstractions, the comparison between the different proposals does not become necessarily easier. This is a consequence of the fact that the each proposal evaluates the same row in a different way or at a different level of detail. For instance, group definition in Table 1 is achieved either by enabling mutual recognition, or by defining group boundaries, or by promoting continuity; but it remains unclear how these three different ways of coping with group definition relate to one another. Furthermore, again in Table

2. 1, requirements on information management and group management in DILIGENT are much more detailed than, for instance, in the proposal of [Axe84]; and the consequence of this are the gaps in the first and the second column. The situation just described makes it impossible to adopt any of the existing proposals as a basis for the definition of a language to talk about collaborative ontology design. In order to fill this gap in the literature, and thus provide NeOn with a general enough understanding of the notion of collaborative ontology design, we introduce in Sections 3 and 4 the Collaborative Ontology Design Ontology (C-ODO). C-ODO is very much based on existing work, especially for what concerns the terminology and the concepts we adopt. But in terms of generality C-ODO’s goes beyond all existing proposals.

3. The lack of generality of existing proposals mainly is a consequence of the social-technical gap between social requirements and technical feasibility: “the divide between what we know we must support socially and what we can support technically” [ACK01]. Most existing proposals approach this divide from the technical side. None of them attempts at providing a conceptual framework of the collaborative use of existing or forthcoming technology. C-ODO is a first step towards such generalization, in terms of the specification of functionalities and of their integration.
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Group definition</td>
<td>Enable mutual recognition</td>
<td>Define group boundaries</td>
<td>Promote continuity</td>
<td></td>
</tr>
<tr>
<td>Information management</td>
<td>Circulate information</td>
<td>-</td>
<td>Use good discussion software</td>
<td>Communicate changes in the ontology</td>
</tr>
<tr>
<td></td>
<td>-</td>
<td>-</td>
<td>Provide institutional memory</td>
<td>Integrate control and argumentation support</td>
</tr>
<tr>
<td></td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>Graphic representations of ontology</td>
</tr>
<tr>
<td>Group management</td>
<td>Arrange meetings</td>
<td>Rule use of collective goods</td>
<td>Users resolve their own disputes</td>
<td>Use argumentation</td>
</tr>
<tr>
<td></td>
<td>-</td>
<td>Monitor members</td>
<td>Confront users with a crisis</td>
<td>Use a clear methodology</td>
</tr>
<tr>
<td></td>
<td>Sanction members</td>
<td></td>
<td></td>
<td>Use clear decisions processes</td>
</tr>
</tbody>
</table>

Table 1: Example of comparison between collaboration requirements

<table>
<thead>
<tr>
<th>Collaboration tools</th>
<th>OBOS [DWM01]</th>
<th>HACM (Compendium-based) [SMD02]</th>
<th>Claimspotter [SSm04]</th>
</tr>
</thead>
<tbody>
<tr>
<td>Types of users</td>
<td>Ontologists</td>
<td>Ontologist</td>
<td>Scholars</td>
</tr>
<tr>
<td></td>
<td>Domain experts</td>
<td>Scientists</td>
<td>-</td>
</tr>
<tr>
<td></td>
<td>Business analysts</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Functionalities</td>
<td>Ontologies development</td>
<td>Structure collaborative sense making</td>
<td>Support annotation of scholarly documents</td>
</tr>
<tr>
<td></td>
<td>Ontologies maintenance</td>
<td>Aid group memory</td>
<td>Create triples (source destination, relation between them (e.g. source ‘proves’, destination)</td>
</tr>
<tr>
<td></td>
<td>Multiple access</td>
<td>Dialog mapping</td>
<td>-</td>
</tr>
<tr>
<td></td>
<td>Discussion rooms</td>
<td>Direct formalization of conceptual proposals</td>
<td>-</td>
</tr>
<tr>
<td></td>
<td>-</td>
<td>Direct display of proposals on screen</td>
<td>-</td>
</tr>
</tbody>
</table>

Table 2: Example of comparison between collaboration tools
2.2.1 Requirements for Collaboration

A substantial volume of research has gone into exploring user requirements in collaborative activities. [Kol96] gives a brief survey of the main studies (at the time when the World Wide Web was emerging) on principles that seems to underlie successful cooperative communities. The aim of the paper was to understand if such principles and best practices (or some of them) were applicable to building successful cooperative online communities. The paper is a bit dated, nevertheless it is worth to report (part of) the list of design principles the author identified, which are still basic good practices for online communities creation and management.

Requirements for the possibility of cooperation These were taken from [Axe84]:

- Arrange that individuals will meet each other again.
- They must be able to recognize each other.
- They must have information about how the other has behaved until now.

Design principles of successful communities These were taken from [Ost90]:

- Group boundaries are clearly defined.
- Rules governing the use of collective goods are well matched to local needs and conditions.
- Most individuals affected by these rules can participate in modifying the rules.
- The right of community members to devise their own rules is respected by external authorities.
- A system for monitoring members' behavior exists; this monitoring is undertaken by the community members themselves.
- A graduated system of sanctions is used.
- Community members have access to low-cost conflict resolution mechanisms.

Principles for making virtual communities work These were inspired by [God94]:

- Use software that promotes good discussion.
- Don't impose a length limitation on postings.
- Front-load your system with talkative, diverse people.
- Let the users resolve their own disputes.
- Provide institutional memory.
- Promote continuity.
- Be host to a particular interest group.
- Provide places for children.
- Confront the users with a crisis.

More recently, in the course of the case studies for the DILIGENT methodology, several requirements were identified with regard to an efficient support of a collaborative workflow. For example, if one wants to create an ontology related to professional knowledge, one should form a team of domain experts and ontology engineers.

Requirements in DILIGENT [Vra06] [Tem06]

- Engineering tools should have support for communicating changes in the collaboratively developed ontology.
All other required tools like version control and argumentation support should be strongly integrated into the engineering tool.

It is important to have a graphical visualization of the ontology.

Use a concrete methodology for the collaborative development process to clarify the objectives and to have a list of things to do next. The methodology should cover the whole ontology lifecycle including the maintenance phase and not only the initial creation of the ontology. With this respect, it proved to be useful to have a well-defined process for feeding back change requests and to document the argumentation process which led to certain design decisions.

Find good evaluation measures which show whether one reached the goals which were originally set for the ontology.

Use an argumentation framework. Discussions are often inefficient and time consuming if a clear structure is missing. For example, it is useful to restrict the users to certain argument types so that they didn’t get lost in the discussion.

Use a clear decision process has to be defined which of the proposed solutions should be included into the ontology. Many of the requirements for ontology engineering tools also apply for the argumentation tool.

The user needs a possibility to monitor a discussion so that she/he is automatically informed of changes to discussions of interest.

The argumentation tool should be integrated with the ontology engineering tool so that one can access the argumentation data from the engineering tool and vice versa.

Another useful approach to requirements for collaboration is provided by [NCLM06] where several scenarios for collaborative ontology development are identified. Subsequently, requirements for an efficient support of these collaborative activities are derived. Many of those requirements are with regard to an efficient version management and control system.

**Requirements for efficient version management and control system** [NCLM06]

- Use software that promotes good discussion.

- It is very important for the users that they can attach annotations to their changes which explain the rationale and/or which refer to citations and documents on which the change is based.

- Do not compute textual differences between e.g. two OWL ontologies but that instead a list of changed ontology elements, including information about e.g. which concepts were split or merged, an information typically not available if the changes were computed based on textual differences.

- The description of changes is needed in such a granularity that it is possible to go back to earlier versions of an ontology at any time.

- Having fine grained access rights. It is especially not sufficient to define the access on the level of an ontology. Instead it should be possible to define it on the level of ontology elements. This helps to avoid conflicts between the different versions of editors. Nevertheless, before checking in a new version it is necessary to identify direct and indirect conflicts between two versions. Indirect conflicts may e.g. occur in subclasses that depend on one of the changed classes. In case that a conflict occurs, a kind of negotiation process between editors is needed which helps to resolve the conflict. In some collaborative scenarios, there exists a central authority or curator, which decides which local changes of editors will be included in the shared version of an ontology. In this case, the curator needs the possibility to accept a whole set of changes. This set of changes may be identified structurally or based on who performed the change and when. Otherwise, accepting each single change separately
would be very tedious. In this scenario, the automatic detection of conflicts as well as the annotations made by the authors are very useful for the curator as they explain why a change was necessary.

### 2.2.2 Tools for Collaboration Support

**Ontology Builder and Ontology Server (OBOS)** An application suite proposed in [DWM01] and developed for supporting the creation and maintenance of ontologies used in e-commerce and B2B applications. There is not a precise definition of collaboration, the issue is approached focusing mainly on tool functional requirements identification. OBOS has been built with the aim of supporting a distributed and collaborative team of users (ontologists, domain experts, and business analysts) developing and maintaining shared ontologies. Basing on an informal evaluation of four existing tools (i.e., Ontolingua/Chimaera, Protégé/PROMPT, OntoWeb/Tadzebao, Ontosaurus/Loom), a set of requirements is identified. Among them the following are very important for collaborative ontology creation: scalability, availability, reliability, performance, ease of use, distributed multi-user collaboration support, security management, difference and merging support, internationalization, and versioning. OBOS uses a frame-based representation based on OKBC knowledge model and its implementation is based on J2EE. The tool provides a collaborative environment for the development and maintenance of shared ontologies. Multiple access is managed using a role-based policy, and users are provided with discussion rooms where they can communicate about their work on the ontology/ies. OBOS implements a pessimistic locking strategy for editing and changes to the ontologies are immediatly notified so as the user can refresh the information. Multilinguality is supported by means of so called locales, versioning is not supported. The tool resulted to be sufficiently easy to use (as claimed by the authors), nevertheless the different types of users (ontologist, domain expert, and business analyst) are not provided with specific interfaces and/or methods.

**Hypertext-Augmented Collaborative Modelling (HACM)** An application proposed in [SMD02] is based on a Compendium approach. Within the Advanced Knowledge Technology (AKT) consortium the AKTive Portal was designed to be a next generation portal infrastructure that supports the capture, indexing, dissemination and querying of information. The first application of the portal was to the AKT project itself. Mifflin, a hypertext tool for Compendium, was used to facilitate ontology-based scientific knowledge creation and management in collaborative settings and, interestingly, the case-studies were AKT meetings. Mifflin's main functions in the project were to provide:

1. Structure to collaborative sense making;
2. The rationale for an ontology engineer when implementing the agreed specification;
3. A memory aid in and between meetings for both the group and for the group coordinator;
4. Multiple on screen visualizations of both the existing ontology structure and of the ongoing discussion about it.

Mifflin succeeded in supporting the collaborative creation of an ontology of scientific knowledge, mainly in terms of:

1. Dialog mapping,
2. Direct formalization of conceptual proposals,
3. Direct display of proposals on screen,
4. Compatibility with existing software tools.

The achievement of these four results was not cost-free, though. Mifflin imposed on (even expert) users the development of some literacy and, at the beginning, some cognitive
overhead.

**Claimspotter** The application presented in [SSM04] is an open architecture based on the ScholOnto ontology. Claimspotter supports the semiformal (collaborative) annotation of scholarly documents. It is based on a simple paradigm: triples. The text of a document is represented by couples of concepts (source and destination concept) plus a relation between them (for instance: ‘is an example of’, ‘is enabled by’, ‘proves’, ‘supports’, ‘is similar to’, etc.). Such triples allow building a network of claims about the internal structure of the document, or about its relations with other documents. The resulting network, or parts of it, can be shared and incremented by different users over time. The final result is a commentary to the original text, which is usually dialectic, as the network can host logically contradictory claims about the contents of the document.

Claimspotter supports the creation of triples by means of suggestions given to the user. On the one hand, suggestions have to do with the structure of the document and the scientific rhetoric the keeps it together. Two main families of rhetorical roles are considered: what in the document refers to the work being described (background, aim, textual structure) and what refers to the the work of other researchers (contrast, basis). On the other hand, suggestions have to do with so-called information bricks, i.e. parts of the document, which may be used as concepts in the network (keywords, the instances of ScholOnto relations found in the text - i.e. verbal expressions -, cited documents).

Claimspotter’s architecture as well as the presentation of the suggestions is highly modular. A toolbar gathers all different suggestions on the following aspects: the concepts made by the current annotator, the instances of ScholOnto relations found in the text, the documents important sentences (where importance is defined in terms of keyword-matching with title, headers, abstract), the document’s rhetorically-consistent zones, the sentences matching a particular user-defined query expressions.

A very limited user study has been done for evaluation of Claimspotter. This has revealed two main points. On the hand, an annotation system should be very flexible with respect to the quantity and the quality of suggestions provided to the user. Users want to be able to switch back and forth from a very structured configuration (where to get support and inspiration from what other annotators have done) to a lightweight configuration (where to “think outside the box”). On the other, it has become clear that gaining expertise with the system corresponds for annotators to move from a “concepts to relations approach” (which tends to produce idiosyncratic networks) to a “relations to concepts approach” (which facilitates standardization).

**Ontology of the Academic Field** This was presented in [BSD05] material that is very much in line with [SER04]. It generalizes that approach (in terms of an, rather than of scholarly comment only) and it makes one step towards automation (in terms of a number of functionalities that allow to derive knowledge from a model based on the ontology).

The Ontology of the Academic Field comprises three main components:

1. the Community of Practice (with concepts, attributes and relations like Publication, Title, author-of, researcher-at, etc.);
2. the Lexicon (with concepts, attributes and relations like Lexical-Term, Gloss, broader-term, etc.);
3. the Argumentative Discourse (with concepts, attributes and relations like Statement, Question, Issue, Premise, Conclusion, Postulates, supports, coheres).

Services are provided for:

1. The usual bibliographic database functions provided by tools like CiteSeer or Google Scholar;
2. Finding key statements made by an author on a particular issue;
3. Assisting navigation around a complex argumentation network, which renders an ontology as an interactive map;

4. Flexible visualization of the network;

5. Inferences on the network, by creating paths, like for instance, (in)coherence paths that connect the opinions of a given author with a scholarly position that is typical of the reference field.

**ClaiMaker** An application introduced in [MS06] designed to represent discourse in a semiotic way within the scholarly domain. More generally, the paper discusses the representational requirements for collaborative systems that support sensemaking and argumentation over contested topics. Sensemaking is intended as expressing and contesting explicit, possibly competing views of the world. Supporting sensemaking therefore means supporting a way of annotating different interpretations of the same object or issue. This is what ClaiMaker does, with a theoretical backbone consisting of semiotic (in a Saussurian fashion) and coherence relations, as in Mann and Thompson’s Rhetorical Structure Theory (RST) [MT88].

ClaiMaker is a hypertext system that makes use of constrained base relational classes, but imposing no constraints on how such classes are rendered, or on how nodes are expressed/classified. ClaiMaker's ontology allows users to establish as many referential relations between concepts (e.g. the summary message of a document) and sources (e.g. a document) and also connective relations between sources. Claims of the first kind are called “primary claims”, whereas those of the second type are called “secondary claims”.

1. **Primary claim**: users can associate documents with concepts: this consists in establishing a referential relation between a concept and a referent. In other words: a primary claim is the creation of a sign (=the concept) that refers to a particular referent (=the document) in the virtual reality (=the ClaiMaker repository), in some respect (=a context). From an ontological point of view, it is interesting to note that concepts linked to sources can (optionally) be classified. The classification is not rigid, however, so that the same concepts can be assigned different classes by two different persons, or even by the same one in different contexts. Like in natural language, in ClaiMaker meaning is continually negotiated by means of establishing referential relations between referents and concepts, and by means of defining concepts according to different classes (different from ontology-based systems).

2. **Secondary claim**: A secondary claim establishes a discourse connection between two concepts. The authors borrow plenty of terminology and insights from linguistic theories, such as RST and Sanders et al.’s theory of connectives [SSN93] to model what they term an "upper level discourse relations ontology". Grounding on Sanders et al's approach, they treat coherence relations as psychological constructs and take a small number of cognitively basic concepts. The relational scheme is based on four parameters (Cognitive Coherence Relations [CCR]): Basic operation [additive, causal], Source of Coherence [semantic, pragmatic], Order [basic, non-basic], Polarity [positive, negative]

A relational hierarchy is then derived from these four parameters. By also incorporating insights from Louwerse’s (2001) description of coherence relations [LOU01], the authors obtain the final ClaiMaker’s relational ontology, which can be used for annotation of secondary claims. Since it is based on cognitive primitives, it has the main advantage of being applicable in different disciplines and domains.

**Co-OPR project** [BCCV06] presents the integration of two existing tools (i.e., Compendium, and I-X) for the, the simulation of a personnel recovery mission. The experiment presented deals with decision-making support for a team collaborating on the same mission. In particular, Compendium has been used in order to support the collaboration between members of the
2.2.3 Matching requirements and tools

Tools that support collaboration are obviously developed on the basis of user requirements. Some valuable insights come from comparing such requirements and available tools, as to identify not only the technical gaps, but rather determine which gaps can be bridged by advancing technology and which are instead unavoidable (i.e. which requirements are unsupportable).

An important contribution is Mark Ackerman’s work on the gap existing between social requirements and technical feasibility [ACK01]. What Ackerman terms “the social-technical gap” is “the divide between what we know we must support socially and what we can support technically”, and is likely to be the highest challenge of Computer-Supported Cooperative Work (CSCW). Within NeOn, it is not only relevant the description of social requirements (in collective work), but also the attention to what kind of support is difficult to achieve technically, and therefore a definition of an upper bound with respect to tool development for supporting collaborative activities.

The following are some social aspects of communication that need to be considered when building any tool that supports collaborative activities

- **Nuances of social activity**: social activities are fine-grained and flexible, thus making systems technically difficult to build.
- **Multiplicity and Diversity of Goals**: members of a given organisation might have different goals and different organisations may not have shared goals, knowledge, and meanings. Conflict is as important as cooperation in issue resolution. Meanings must be negotiated, for example (see also [MS06] about the importance of building tools that support negotiation of “sense making”, such as ClaiMaker [MS06]).
- **Exceptions** in work processes are normal. And roles can often be informal and fluid CSCW approaches to workflow should deal with exceptions and fluidity.
- **Visibility of communication exchanges and information** facilitates learning but might inhibit for fear of criticism. Ways must be found to manage the trade-offs in sharing.
- **Norms for using CSCW**: they are set (negotiated) by the users and can change while using the system. The system must therefore allow for renegotiation, changes and flexibility (see again [MS06]).
- **Critical Mass**: with an insufficient number of users, people will not use a CSCW system.
- **Adaptation**: people adapt their systems to their needs, so not everything can be foreseen when developing a system; however, systems are often too rigid to allow for such changes.
- **Incentives**: using a tool might be time consuming, also from a learning-to-use-it point of view. So it must be rewarding, i.e. benefits must be evident.

Additionally, [PM04] claim how one of the main failures of human-computer interaction (HCI) is the treatment of turn taking. Experiments are presented that show that HCI systems are not equipped with means for dealing with natural turn-taking issues, such as pauses, overlaps, and similar behaviour. Although this applies to human-machine interaction, in the spoken dialogue domain there might be similar problems in collaborative activities between humans conducted over the Web, especially if done in a synchronous manner (see also [Cha01]).

In the specifics of collaboration towards ontology development, [Lu03] is a source of interesting points with respect to requirements and tool support. According to [Lu03], since modern ontologies are characterized by their huge size and high complexity, ontology engineering is to be considered an inherently collaborative activity, involving the effort of many domain experts and software developers which are often not co-located. This is especially prominent when not only the initial
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design stage, but the whole ontology life cycle is considered. Throughout this work, ‘collaboration’ seems to be defined as a reiterated process, the output of which, at each of the involved stages, is the obtaining of a ‘convergence of views’.

Based on a survey of five authoring tools (Ontolingua Server, OntoEdit, APECKS, CO4, and Protégé-2000), which were widely used at the time of the inquiry (updated in 2000), the conclusion is reached that collaborative ontology development was – again, at that time – far from being well supported by said tools.

The identified inefficiencies with respect to collaboration support were the following:

- Coordinated group work (e.g. collaborative editing, discussion or annotation) was not well supported, mainly because the systems lack functions for keeping developers informed of each other’s activities (compare, by contrast, with current wikis).
- Contextual communication support was not considered in these tools, i.e. no way was provided for easily keeping track of a whole coherent discussion, which is e.g. scattered in many people’s mailboxes (compare, by contrast, with Compendium, Claimspotter, and ClaimMaker below).

Since collaborative work across distance in software engineering and ontology engineering share many similar characteristics, three dimensions of collaborative ontology engineering are identified based on documents and experiences in the first field:

- **Distance and communication**: Co-located team members communicate informally anytime during the work day, while this cannot happen to geographically distributed team members (A study at Carnegie Mellon University showed that the rate at which scientists collaborated spontaneously with one another was a function of distance between offices). Informal and unplanned communication has been proved to have a direct impact on development processes, in particular on
  - **Coordination** ("the act of integrating each task with each organizational unit, so each unit contributes to the overall objective"), and
  - **Control** ("the process of adhering to project goals, specifications, and standards").

Coordination and control are necessary not only to manage interdependencies within the tasks, but also for the development and maintenance of **shared mental models** (compare with FLE36 on thought-styles), which are considered to be the most effective support for explicit coordination in team work. Communication affects shared mental models in two ways: a) during task execution, it refines team members’ mental models with contextual cues; b) it keeps the models up-to-date, especially in dynamic or novel situations. It has been proved that weak shared mental models in asynchronous tasks can lead to productivity losses. Designing tools to support and enhance informal communication is then a key step toward bridging the missing link in distributed development work.

- **Documentation and knowledge management**: Information and knowledge obtained during meetings, email correspondences, and instant messaging need to be captured easily, stored and shared effectively. The distribution of resources and developers in space and time combined with the dynamic evolution of knowledge make the use of tools for knowledge management a necessity. Moreover, the documentation must be kept up-to-date.

- **Version control and change tracking**: Tools for version control and change history tracking are crucial when development resources are not co-located, in order to make sure that two developers do not work on the same part of the ontology and to avoid the complication of resolving conflicts.

Finally, a range of tools and groupware technologies in the Computer Supported Collaborative Work (CSCW) domain are investigated, in order to determine how they can be used in the ontology engineering process.
development domain.

- **Experiences in the Global Software Development (GSD) field are examined in order to understand the correlation between distance and collaboration:**
  1. instant messaging techniques (support spontaneous and informal communication)
  2. web portals (support tasks in the area of group knowledge management)
  3. Peer-to-Peer (P2P) network technologies (but poor reliability and security)

- **Report of an experiment where the possibility of adding collaborative support to a knowledge engineering tool based on a P2P network was evaluated**

- **Long term vision: to combine these two fields and create a collaborative ontology engineering environment that provides collaboration support in multiple dimensions:**

As far as coordination in collaborative environments is concerned, interesting suggestions may be provided by the coordination models and workflow patterns presented respectively in [PK91] and [vdAtHK03].

Finally, an approach that attempts an abstraction from local, optimized theories for argumentation is AIF (Argumentation Interchange Format, [WVS05]). It exemplifies the need for a metamodel that enables the comparison between different approaches on a formal ground.

### 2.3 Ontology Design

We present here an overview of the literature on ontology design. There are on this subject problems of generality that are similar to – or even harder than – the problems about collaboration presented at the beginning of section 2.2. As a matter of fact ontology design cannot be specified unequivocally – for instance, as an OWL class – because the entities that are typically referred by the term design can be multifaceted. In addition, the literature on ontology design as a subject is not organic yet. Ontology design as such is a very recent research topic – so far the research community has mainly worked on designing ontologies.

What has been produced, though, are analyses of general issues that, on a longer run, will be integral part of ontology design as a subject. Such analyses usually verge on three main issues:

1. ontology evaluation, typically through meta-properties;
2. ontology re-engineering, usually in terms of methodologies for re-engineering;
3. ontology design patterns, this being the most fluid sub-field of research in ontology.

Table 3 provides a synthetic view on an example of comparison between ontology design-related proposals. Similarly to table 1 and 2, the impression here is that ontology design-related proposals have touched so far on various aspects of the design of an ontology (e.g. conceptualisation, core aspects of methodologies for re-engineering ontologies, patterns, etc.) without trying to integrate the field. The Collaborative Ontology Design Ontology (C-ODO) presented in Sections 3 and 4 accounts for this variety and tries to clarify it.

<table>
<thead>
<tr>
<th>Ontology Design</th>
<th>Ontoclean [WG01]</th>
<th>Methontology [FLG04]</th>
<th>Ontology Design Patterns [BBC+ 99], [MHG02], [RR04], [Sva04] [Vra05] [Gan05]</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Evaluation thru metaproperties</strong></td>
<td>R rigidity -</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td></td>
<td>Identity -</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td></td>
<td>Unity -</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>
Table 3: Example of comparison between ontology design-related proposals

<table>
<thead>
<tr>
<th>Core aspects of methodologies for re-engineering ontologies</th>
<th>Interpretaion of ontology design patterns</th>
</tr>
</thead>
<tbody>
<tr>
<td>Dependence - Scope of ontology -</td>
<td>Combinations of foundational concepts</td>
</tr>
<tr>
<td>- - Coverage of ontology -</td>
<td>Syntactic serialization of semantic patterns</td>
</tr>
<tr>
<td>- - Adaptability of ontology -</td>
<td>-</td>
</tr>
<tr>
<td>- - Integration of ontology -</td>
<td>Expert-reasoning basic types and relations</td>
</tr>
</tbody>
</table>

**OntoClean** [WG01] has the goal to detect both formal and semantic inconsistencies in the properties defined by an ontology during pre-modelling and modelling stages, i.e. during ontology development. The main function of OntoClean is the formal evaluation of the properties defined in the ontology by means of a predefined ideal taxonomical structure of metaproperties (rigidity, identity, unity, dependency). ODEClean [FLG02] is a plug-in created as a support for application of OntoClean based on a number of functionalities (e.g. establish the evaluation mode, assign meta-properties to concepts, focus on rigid properties, evaluate according to the taxonomic constraints).

**Methontology** This framework is meant to be used by domain experts and ontology makers who are not familiar with implementation environments. It has the goal to let them build ontologies from scratch [FLG04]. To this end, a number of functions are provided that enable easier intermediate representations of ontologies. Such representations are meant to bridge the gap between how people think about a domain and the languages usually used to define ontologies at the formal level. In other words, Methontology makes it possible to work on ontologies at the knowledge level only, and it does so by supporting functions like the specification of the ontology development process as well as of its life-cycle (based on evolving prototypes); the specification of ontologies at the knowledge level; the multilingual translation that automatically transforms the specification into several target codes.

Methontology is well exemplified by the following specification of a process of ontology re-use:

- specifying the requirements the ontology must satisfy in the new application (purpose, language in which it is needed, key aspects that should be modelled, scope – the latter defined through competency questions);
- searching an ontology that covers most of the identified necessities;
- adapting the chosen ontology so that it satisfies the necessities completely;
- integrating the ontology in the system (this may involve language translation).

**Ontology Re-engineering** is defined as the process of retrieving and transforming a conceptual model of an existing and implemented ontology or informal knowledge resource, into a new, semantically explicit or more complete conceptual model, which is re-implemented. The ontological re-engineering process should be carried out bearing in mind the use of the existing ontology by the system (ontology or software) that reuses it. This process consists basically of three activities:

- reverse engineering where the aim of this activity is to output a possible conceptual model on the basis of the code in which the ontology is implemented.
- restructing where the aim is to correct and reorganize the knowledge contained in the initial conceptual model, and detect missing knowledge.
- forward engineering where the aim is to output a new implementation of the ontology on the basis of the new conceptual model.
Ontology design patterns  Traditional design patterns (for instance in the field of architecture) appear more like a collection of shortcuts and suggestions related to a class of context-bound problems and success stories. In recent work, there seems to be a tendency towards a more formal encoding of design patterns (notably [BBC+99], [MHG02], [RR04]. [Sva04] also addresses the issue of ontology design patterns for the Semantic Web, taking a foundational approach. [Vra05] proposes the introduction of macros for OWL ontologies in order to ease the expression of tedious tasks that are often repeated. Macros can be seen as a syntactic serialization of semantic patterns. In [Gan05] the notion of ‘Content Ontology Design Patterns’ (or ‘CODePs’) is introduced, and its difference with other sibling notions is discussed. Some examples of ‘CODePs’ are illustrated, and their usefulness in order to acquire, develop, and refine ontologies from either experts or documents is shown. ‘CODePs’, e.g., can be exploited as a tool to annotate ‘focused’ fragments of a reference ontology, i.e. the parts of an ontology containing the types and relations that underly ‘expert reasoning’ in given fields or communities.
3. Overview and foundations of the Collaborative Ontology Design Ontology

3.1 Introduction

As pointed out in Section 2, the notions of collaboration and of ontology design are not univocal. Moreover, none of the existing treatments of these notions provides a sufficiently general definition for them. This makes it impossible to adopt any of the existing proposals on either collaboration or ontology design as a basis for the definition of a language to talk about collaborative ontology design.

In order to fill this gap in the literature, and thus provide NeOn with a general enough understanding of the notion of collaborative ontology design, we introduce here the Collaborative Ontology Design Ontology (C-ODO). C-ODO formally specifies the components of collaborative ontology design. C-ODO is meant as the formal basis of a language to express social-level requirements for tools that support ontology design. C-ODO’s main components - as already informally explained in Section 1 - capture the epistemological nature of designing knowledge in general and, in particular, of designing ontologies, i.e. reusable knowledge.

C-ODO is based on a relatively large number of assumptions and ontological commitments, which will be detailed both in the following subsections and in Section 4. Here, though, we want to introduce C-ODO at a glance, and do it in terms of the main modelling choices – we should say: the design rationale – that led our efforts towards one single framework for the notions of collaboration and design. Our work pivoted on three choices: basing the whole framework on a reification mechanism, which is founded on the distinction between descriptions and situations; breaking down the conceptualisation modelled in the framework into five main layers (ontology project, collaborative workflow, argumentation, design rationale, ontology design pattern); reusing as many as possible existing ontologies as foundations for C-ODO.

Reification through Descriptions and Situations  We have based C-ODO on the reification vocabulary from the ontology of Descriptions and Situations\(^2\) (DnS, [GM03]). Just to give an intuition, the form of reification adopted in our framework makes it possible to talk in the same language both of a generic method\(^3\) to, for instance, design and of the actual (composite) operations that allow to perform that method, like, for instance, (the composition of) ‘create a class’, ‘elicit knowledge from a colleague or an expert’, ‘model knowledge in the class’, ‘validate the class’, etc. In other words, the domain of interpretation of C-ODO contains the generic method as well as the simple and the composite entities that allow to perform the method. This makes the language more expressive without making it computationally more complex – the usual advantage of reification. On the other hand, DnS allows a precise partitioning of the reification domain (partitioning the domain of reified entities is the typical source of confusion in logical reification). The form of reification adopted in DnS is based on the distinction between descriptions (e.g. a method) and the situations that satisfy a description (the operations that allow to perform the method). Descriptions (and the concepts devised in descriptions) are used to classify entities within a situation. For the purpose of intuition, the distinction between descriptions and situations can be understood as analogous to the UPML (Unified Problem-solving Method Development Language) paradigm [ML00], in which «classification can be seen as the problem of finding the solution (class) which best explains a certain set of known facts (observables) … according to some criterion». Descriptions are (as ontological entities) the counterpart of a set of criteria in

\(^2\) Available at http://www.loa-cnr.it/ontologies/ExtendedDnS.owl

\(^3\) Notice that methods can be logical, cognitive, social, or computational.
UPML-based classification library, while situations are the counterpart of a solution in a UPML-based classification library. Furthermore, situations are settings for a set of entities and their relations, which are classified by the concepts devised in the description. Therefore, related entities in the setting of a situation may be considered as observables in a UPML-based classification library. Since UPML assumes execution as a computational task, solutions are the outcome of executions. On the other hand, DnS makes no commitment on how classification (i.e. satisfaction) of a solution is executed, leaving it to the particular reasoning resources that are available in a context. Therefore, the UPML classification of observables into a solution (class) is generalized in DnS as finding the class of situations that best satisfies a description according to the available (or required) reasoning procedure.

**Six Main Layers of Ontology Design**  As shown in Fig. 1, we have distinguished six layers that fraction the scope of design into ordered components: ontology project, collaborative workflow, argumentation, design rationale, functionality, and ontology design pattern. Fig. 2 shows how these six layers work in terms of the distinction between descriptions (white balloons) and situations (grey balloons). Take for instance as a starting point ontology design pattern, which is a description that includes the roles, tasks, and parameters for designing a certain type of ontology. The situational counterpart of ontology design patterns are design solutions. These have a design rationale, which is a description and which has been made explicit during an argumentation situation, this last being the situational counterpart of argumentation. Argumentation situations typically find place during collaborative workflow enactments (situation) that follow some collaborative workflow (description). Such workflows are part of an ontology project (description), either a priori, i.e. as proper parts of the ontology project, or a posteriori, i.e. as parts of the ontology project execution (situation). Finally, functionality descriptions are also executed as part of design making.

![Figure 2: C-ODO's six layers as descriptions and as situations](image)

**Reuse Existing Foundations**  We have built C-ODO on existing ontologies, patterns and definitions. In particular, we have reused the ontology of Descriptions and Situations (DnS)
[GM03] to represent the distinction between description and situation introduced above. Moreover, we have founded C-ODO's five main layers on the following ontologies: the Plan Ontology (DDPO) [GBCL05], the ontology of Collections and Collectives [BCGL06], the Information Objects ontology (DDIO) [GBCL05], the Open Systems ontology, the Knowledge Content Objects ontology (KCO) [BGMR05], the ontology of Ontology Evaluation, Quality, and Selection (oQual) [GCCL06a, GCCL06b], the Ontology Metadata Vocabulary (OMV) [HRWB06], the definition of Network of Ontologies given in deliverable D1.1.1 "Networked Ontology Model" [HRWB06].

Section 3.2 provides an initial informal presentation of the notions for ontology design that have been formalized in C-ODO. This is meant to give an intuitive overview of the discourse on ontology design that C-ODO’s conceptualisation supports. Sections 3.3 informally presents C-ODO’s foundations. In both sections, we keep using the notation used in this introduction: we print in italics notions that are defined in C-ODO or in its foundations. This will hopefully make references to C-ODO and its foundations clearer while, at the same time, making it easier for reader to go through the informal presentation of the ontology.

3.2 C-ODO’s conceptualisation

This section provides an initial informal presentation of the notions that in C-ODO represent collaboration and ontology design. We start from the notion of ontology project and show how by using C-ODO’s conceptualisation one is able to support a discourse (both in terms of descriptions and situations) that touches on most salient aspects of collaborative ontology design.

3.2.1 C-ODO's concepts in terms of descriptions

From a descriptive perspective, an ontology project in C-ODO is a plan for (collaborative) work on a (networked) ontology. Such a plan enables the production of knowledge from knowledge and it is based on five elements:

1. At least one epistemic workflow
2. At least one functionality
3. At least one knowledge-resource
4. At least one working-knowledge-item
5. At least one knowledge-product

In the following we provide for each of these notions an intuition of the kind of discourse on collaborative ontology design in which it may be used.

Epistemic Workflow  This is one of C-ODO’s key-concepts, the super-type of collaborative workflow. It subsumes other types of workflows, like interaction or usage, for which the bonds between the agents involved in the workflow are weaker than in the case of collaboration. Just as ontology projects, workflows are plans, that are characterized by two facts: having a knowledge-production goal as their main goal and an argumentation structure as their component. Collaborative workflows are typically based on teams, that include accountable agents. All pieces of knowledge in a workflow (e.g. resources, working-knowledge-items etc.) have knowledge creators, which may be either rational agents or knowledge collectives. These last two may, though, execute other tasks or functionalities within an ontology project, thereby playing one of the roles subsumed by the generic performer role. If an agent adopts the main goal of the project, then it is an accountable performer. Like all plans, ontology projects and epistemic workflows can be expanded or refined, and their most complex functionalities (e.g. evaluation) can be treated as subplans. Argumentation structures are
descriptions for argumentation primitives, which define at least one argumentation role. Argumentation enables the definition of design rationales, which in turn are descriptions that describe the context assumed for reasoning over the definition of design solutions. Consider, for instance, two expert knowledge creators that hold two different opinions: expert A wants the class fishing platform to be subsumed by the class fishing vessel, while expert B wants them disjoint. The reasons behind A’s opinion form a design rationale, and so do the reasons behind B’s opinion. Finally, ontology design patterns are descriptions that describe the intension of an ontology. They may for instance encode logical invariants, like being a class, or content invariants, like being an aquatic organism.

**Functionalities** In C-ODO functionalities are tasks defined in some functionality description (that can be either generic descriptions of goals, or actual plans describing cognitive or computational methods to achieve those goals).

**Knowledge Resource** In C-ODO a knowledge resource is a role (defined in an ontology-lifecycle description) that classifies information objects. Knowledge resources include any piece of information that is used for developing ontologies. In particular, however, they include formal expressions such as architectural design patterns, queries, ontologies and ontology elements (i.e., formal expressions which are proper-part of an ontology, e.g. axioms, classes, individuals and relations).

**Working Knowledge Item** These are ontologies or ontology elements when seen as evolving objects on which a knowledge creator is working.

**Knowledge products** These are ontologies or ontology elements when seen as final results of an ontology project.

### 3.2.2 C-ODO's concepts in terms of situations

The situational counterpart of an ontology project is an ontology-project-execution. Executions can be more or less constrained according to the constraints, preferences, and resources declared in the project. An ontology-project-execution, which in C-ODO is classified as a situation (a concept taken from the Ontology of Descriptions and Situations introduced in section 3.3.1) is based on the following five elements:

1. At least one epistemic workflow enactment,
2. At least one design operation,
3. At least one knowledge collective,
4. At least one rational agent,
5. Some information objects.

**Epistemic Workflow Enactment** This trivially is the enactment of an epistemic workflow, as introduced in 3.2.1. Important elements of such situation are the argumentation situations that come with it and that are situational counterpart of the argumentation structure.

**Design Operation** In C-ODO a design operation is an action carried out to accomplish some functionality, according to the method represented by a functionality description. Design operations are the prominent design solutions. Design solutions are structural states that include only components (e.g. ontology elements) and their relations. In the requirement-specification-implementation cycle, ideally, each design operation should be performed, assisted, or approximated by a computational event. Additionally, design operations make design makings possible. These are the instantiations of a design rationale in the design of an ontology. In other words, a design making is the situation counterpart of a design rationale, where agents and teams make choices based on that rationale and create a new state of an ontology. A design making therefore is the setting for at least the following entities, that play roles in the rationale: a rational agent, one or more information objects, a design operation on
them, and a time interval at which the operation occurs. A design making satisfies both a design rationale (its context) and a functionality description (its method).

Knowledge Collective A knowledge collective in C-ODO is a community that is characterized by some practices of knowledge communisation. In line with the ontology of Collections and Collectives [Bot06], knowledge collectives are formalized as collectives that are unified by (i.e. identified by or kept together by) some epistemic workflow.

Rational Agent C-ODO adopts the notion of rational agent from DnS. An agent here is rational if able to master a description (e.g. understand, adopt, assemble, author it, etc.).

Information Object According to the Information Objects ontology [GBCL05], on which C-ODO is based, information objects are social objects, with the following features: they are realized by some entity; they are encoded within some system for information encoding; they are dependent on an encoding as well as on a concrete realization; they can express a description (the ontological equivalent of a meaning/conceptualization); they can be about any entity; they can be interpreted by an agent.

3.2.3 Examples of C-ODO-based modelling

In this section we show some examples of C-ODO-based modelling. We model the DILIGENT [PST04] argumentation method, the van Eemeren and Grootendorst [EG03] argumentation pattern, the IFCS taxonomy of types of interaction among software developers as defined in [PK91], and a collaborative workflow inspired by the Linda coordination approach [BCGZ01]. The models we show in this section formalize the implicit ontology of the mentioned approaches, but we do not intend to provide here a complete modelling of their algebraic features. All the example models are represented by OWL triples that instantiate classes and relations of C-ODO.

DILIGENT argumentation model The DILIGENT methodology is conceived for supporting distributed teams of domain experts that are involved in the process of creation and evolution of ontologies. DILIGENT also contains primitives for performing argumentation sessions. DILIGENT argumentation model has already been defined in a simple OWL ontology. Here we model it in terms of C-ODO.

The DILIGENT argumentation model includes two actors, i.e. argumentation roles in C-ODO: ‘participant’ and ‘moderator’. Some C-ODO rationales, called ‘arguments’ that can be expressed on either ‘issues’ or ‘ideas’. Arguments can be of two types: ‘justifications’, which in turn can be either ‘evaluations’ or ‘examples’, and ‘challenges’, which in turn can be either ‘alternatives’ or ‘counter-examples’.

Figures 3.2 and 3.3 depict the DILIGENT argumentation model in terms of C-ODO. The former focuses on argumentation tasks, while the latter on ontology design rationale aspects. Both tasks and rationales are modeled as instances of C-ODO classes, because C-ODO is based on DnS theory (see section 1, 3.3.1), which provides a unique domain of discourse for projects, methodologies, argumentation protocols, design rationales, design patterns, functionalities.

4 http://diligentarguont.ontoware.org/2005/10/arguonto
Fig. 3 shows the definition of diligent-argumentation, which is an instance of argumentation-session-schema (i.e., a plan). In the context of diligent-argumentation, two performerRoles are used, they are: participant and moderator. Furthermore, two complex argumentation-task are defined: decision, which includes the voting task as a component, and position, composed of the agree and disagree tasks. Diligent-argumentation uses also the concepts idea and issue, which are argumentationRoles played by either a design-solution or an information-object. Decision and position roles are targeted to solutions or information.

Fig. 4 shows another view of diligent-argumentation rationale. Here, the focus is on the design rationales that can be provided during a diligent-argumentation session. In DILIGENT terminology, Argument is synonym to the C-ODO concept of ontology-design-rationale, hence we have defined Argument as a subclass of it. Arguments can be of two kinds, justification and challenge: example and evaluation specialize (through the specializes relation) justification, while alternative and counter-example specialize challenge. An ontology-design-rationale is a component of some argumentation-structure. Notice that a diligent-argumentation can be composed only by ontology-design-rationales of type Argument. In order to express this constraint, an OWL ‘hasValue’ restriction is introduced on the component-of relation for the class Argument, where the value is diligent-argumentation.

Pragma-dialectical argumentation framework This framework is discussed in [EG03]. The pragma-dialectic framework defines an argument session to be composed of four complex argumentation tasks: choice confrontation, rationale declaration, dialectic rule (application), and argument resolution. Fig. 5 depicts the pragma-dialectic argumentation model in terms of C-ODO.
elements. Following the same approach as for DILIGENT argumentation, *pragma-dialectic-argumentation* is an instance of *argumentation-session-schema*, it uses (uses-concept relation) *choice-confrontation*, *rational-declaration*, *dialectic-rule*, and *argumentation-resolution*, and concepts modelled as *argumentation-task* instances, which are performed each as the *direct predecessor* to the next one.

**Figure 5: C-ODO-based model of pragma-dialectic argumentation framework**

**Collaboration patterns** In [PK91] the possible models of software development environments (SDE) are discussed. SDEs are classified by means of what the authors call 'scale' dimension, i.e., the numbers of developers involved, and the size of the system being developed. In order to work out such classification, they use a sociological metaphor. The process of collaborative development of ontologies has many similarities with that of software systems. Furthermore, the models proposed in [PK91] are based on social aspects and are general enough to be suitably applied to the process of collaborative creation and evolution of any artifact. Therefore, we consider these models as examples of collaborative scenarios for the C-ODO concept of *epistemic influence*. Four kinds of configurations (organization of participants) are identified: 'individual', 'family', 'city', and 'state' (IFCS taxonomy). Furthermore, as in the social context, 'state' incorporates 'city', which in turn incorporates 'family', which in turn incorporates 'individual'. Although the authors do not describe the way e.g., workflow, agents involved in the identified scenarios should behave (they mainly focus on system requirements), for each element of the IFCS taxonomy we can associate an *epistemic workflow*.

**Figure 6: C-ODO-based model of ifcs taxonomy**

Fig. 6 shows the IFCS taxonomy when applied to collaborative workflows, as it is modelled in terms of C-ODO. *Ifcs-individual* is a *e-usage*, which is a *proper part of ifcs-family*, of type *e-collaboration*. The other two elements are defined as instances of *e-collaboration*, and more specifically *ifcs-family* is proper part of *ifcs-city*, and *ifcs-city* is a proper part of *ifcs-state*. The
relation *proper-part-of* is a transitive object property that allows here to express the fact that a workflow is made up of sub-workflows. Such relation is defined in the Plan ontology (see section 3.3.2) together with its inverse property *proper part*.

**Linda-like collaboration workflow**  Linda is a coordination model for agent interaction [BCGZ01]. It is based on very simple principles. A shared ‘dataspace’ is used as a place where messages are put on and get from. There are two roles: *sender* and *receiver*, and three possible tasks: *out*, *in*, and *rd*. When executing the task ‘out’, the sender puts a message on the dataspace, and from that moment on it becomes equally accessible to all agents, while it is bound to none. The task ‘in’ allows a receiver to read and remove a message from the dataspace, finally the task ‘rd’ allows a receiver to read the message from the dataspace without removing it. This simple asynchronous policy is an example of how a collaborative work can be conducted.

In order to show an example of C-ODO modelling of collaborative workflow, consider the case when the *ifcs-family* is *specialized-by* another *e-collaboration* named *linda-diligent-family*, which follows a Linda-like protocol and includes the *diligent-argumentation* session schema as *argumentation-structure* (an *e-collaboration* is an *epistemic-workflow* and - as such - it has an *argumentation-structure* component).

![Figure 7: C-ODO-based model of linda-diligent-family example](http://www.loa-cnr.it/ontologies/Systems.owl)

In order to identify entities and relations used in C-ODO, we reuse several existing ontological components:

- Ontology of Descriptions and Situations (DnS) [GM03],
- Plan Ontology (DDPO) [GBCL05],
- Ontology of Collections and Collectives [BCGL06],
- Information Objects ontology (DDIO) [GBCL05],
- Open Systems ontology\(^5\),
- Knowledge Content Objects ontology (KCO) [BGMR05],
- Ontology of Ontology Evaluation, Quality, and Selection (oQual) [GCCL06a, GCCL06b],
- Ontology Definition Metamodel (ODM)\(^6\),

\(^5\) [http://www.loa-cnr.it/ontologies/Systems.owl](http://www.loa-cnr.it/ontologies/Systems.owl)

---

5 [http://www.loa-cnr.it/ontologies/Systems.owl](http://www.loa-cnr.it/ontologies/Systems.owl)
• Ontology Metadata Vocabulary (OMV) [HRWB06],
• The definition of Network of Ontologies given in NeOn deliverable D1.1.1 [HRWB06].

3.3.1 Ontology of Descriptions and Situations (DnS)

The ontology of Descriptions and Situations (DnS) is a very general modelling pattern that provides a vocabulary for reification. Fig. 8 represents the most salient elements of DnS and should be read as a double-layered structure. The first layer, at the bottom of the figure, includes description, concept and rational agent and provides a way to model a conceptualisation. The second layer includes situation, which expresses the occurrences of states of affairs that comply with given descriptions. Extensions of DnS may be (and actually were) used to model various types of conceptualisations, such as: social and physical agents, collectives or communities which these agents are members of, the internal representations of descriptions by agents, the information object by which a description is expressed, the time-spans characterizing the situations.

![Figure 8: The Descriptions and Situations pattern as reused in C-ODO](http://www.omg.org/ontology/)

**Description** This is a social object that represents a sharable conceptualisation, which must be communicable (i.e. expressed by means of information objects). Descriptions can be also seen as viewpoints on some state of affairs or context.

**Concept** This is a basic component of a description, which defines or uses it. In Fig. 8 the association uses-concepts/is-concept-used-in captures this part of the pattern by relating concepts to the description in which they are defined or used.

**Rational Agent** An agent here is rational if able to master a description (e.g. understand, adopt, assemble, author it, etc.).

**Situation** Situations express the occurrences of states of affairs that comply with a description. Again, descriptions are satisfied by situations or, equivalently, a specific situation satisfies a

---

description (association ‘satisfied-by/satisfies’). Such satisfaction boils down to the fact that a situation is a setting for entities, which in one way or another comply with the description. Minimally, such entities are classified by at least one concept used by the description that the situation satisfies.

3.3.2 The Plan Ontology (DDPO)

Following [GBCL05], we model plans as descriptions that represent sequences of actions that lead from a given situation to a new one (see Fig. 9). These descriptions are abstract and independent from computational system design: they are reusable and easy-to-customize representations of the objects and activities involved in multiple action domains.

![Figure 9: The structure of plan models as resued in C-ODO](image)

**Plan** The main components of plans are: task, goal and agent-driven-role. In DnS terms, the main idea here is that a plan defines or uses at least one task and one agent-driven-role (which must classify an action and, respectively, an agent) towards a goal (which is usually desired by the creator or beneficiary of the plan). Tasks in DDPO provide instructions to execute (classify) actions. Tasks are treated as concepts defined within plans, which refer to actions (e.g. “write a deliverable”), and are organized in a subclass hierarchy. Control constructs (e.g. “choose between the following alternatives”) from traditional planning and workflows are represented as control tasks, also defined within plans. Ordering of tasks is formalized by using part (mereological) relations, control tasks and a successor relation. Tasks may be connected to roles by a target relation, expressing the modalities (e.g. duties, obligations, or rights) that, in given plans, roles can have towards specific tasks. Moreover, a plan can have proper parts besides its goal (i.e., other descriptions). It can also include other plans, which are called subplans, and whose goals are called subgoals to distinguish them from the main goal of the overall plan. (The decision whether to consider a specific process or workflow description as an
atomic or composite plan (and its more complex tasks as subplans) is very much dependent on the needs of the formalization at hand.) Plans may also have situations as pre- or post-conditions. A situation is a pre-condition for a plan if it should preliminarily satisfy some description before executions of that plan occur. A situation is a post-condition of a plan if it should satisfy some description after plan executions of that plan occur. It often holds that the goal situation is a postcondition of plans, but this is not mandatory. Of course, every plan execution has predecessor and successor situations, but only some of them are pre- or post-conditions for the plan that the plan execution is supposed to satisfy.

**Plan Execution** As already seen for C-ODO, in DDPO plans as descriptions are different from plan executions: the latter are situations! Remember that a satisfies relation holds between situations and descriptions, implying that at least some components in a description must classify at least some entity in the situation setting. In the case of plans, a plan execution is a situation that (proactively) satisfies a plan description. **Goal situations** are situations that satisfy a goal.

![Diagram of Collections/Collectives pattern](image)

**Figure 10: The Collections/Collectives pattern, as reused in C-ODO**

### 3.3.3 Ontology of Collections and Collectives

*Collections* are social objects [BCGL06] that depend both on member entities and on some concepts, hence they indirectly depend on descriptions. We can talk of *collections* of any kind of
entities (events, objects, abstracts, etc.). As shown in Fig. 10, similarly to all collections, collectives are covered or characterized by roles and eventually unified by some description.

Note that, in order to model collective action (like for instance collaboration) a fine-grained set of criteria is needed to model collective-intentional aspects. To this purpose the Ontology of Collection and Collective makes use of notions taken from the Plan Ontology. In collectives, roles are played by agents. Since agents can participate in, and/or conceive, plans, roles can be assigned attitudes (participation modes) towards tasks that can sequence actions that are foreseen by the plan.

3.3.4 The Information Objects Ontology

Information Objects (hereafter, IOs) are social (hence, non-physical) products such as books, diagrams, thesauri, folksonomies or formal expressions [GBCL05]. An IO is characterized by a number of features (some of which are shown in Fig. 11):

1. It is realized by at least one information realization (i.e., a support)
2. It is ordered by one or more codes or languages (i.e. combinatorial structure/s or grammar/s, e.g. OWL)
3. Expresses one or more descriptions (i.e., conceptualisations, meanings, or viewpoints)
4. It is about one or more entities (i.e., the IO’s reference), which are in the settings of one or more situations, which in turn satisfy the description/s expressed by the IO
5. It is interpreted by at least one rational agent.

Figure 11: The Information Object and Realizations pattern, as reused in C-ODO

Hence, every IO is intrinsically provided with a viewpoint (the original description its author/s meant the IO to express), regardless whether this viewpoint is known to – or deemed interesting by - the agent/s that is/are currently considering the IO. The author/designer of a given IO can also be a team or organization acted by the members of a knowledge collective.

The relation interprets implies that an expressed description is internally represented by an agent; i.e., when an agent interprets an IO, it internally represents the description expressed by the IO; of course, two agents can represent different descriptions, then resulting in different interpretations for the same IO.
3.3.5 The Open Systems ontology

From the networked ontology: http://www.loa-cnr.it/ontologies/Systems.owl, inspired by von Bertalanffy's general systems theory [Ber71], we reuse here the transformation pattern (known in the literature as input-throughput-output), with the roles for performers, resources, working items, and products. In the DnS-based Open Systems ontology, performer roles are superordinated to the other roles, i.e. resource roles, working item roles, product roles.

3.3.6 The Knowledge Content Objects ontology

Knowledge Content Objects (KCOs, from the EU project Metokis: http://metokis.salzburgresearch.at) are knowledge containers used on a knowledge infrastructure called the Knowledge Content Carrier Architecture (KCCA) [BGMR05]. KCOs are based on the DOLCE foundational ontology and extensions to it (e.g. DnS).

KCOs have six semantic facets that help define the infrastructure implemented in the KCCA- these facets are:

1. Content description, the ontology through which the content can be described. This model covers all questions of the type: "What is this content about?" the ontology through which meaningful use of the content can be described. Sub-facets are user tasks, user roles, and usage history. This model describes who is intended to use this content (roles/communities) and how (tasks). It also allows knowledge content instances to be annotated by what has already happened to the content ("I have been read by all students of course 101 in computer science").

2. Business Description, the ontology through which contracts, pricing and negotiation about purchasing a KCO is described. This includes the ability to preview and enter into a business transaction with the owner of the KCO.

3. Presentation Description, the ontology through which the rendering and possible interaction with a KCO is described. For example, static web sites have very simple navigation semantics whereas semantics-based Learning Objects may have complex capabilities for context-sensitive navigation (e.g. depending on the results of self-assessment exercises).

4. Trust and Security, the ontology through which providers as well as consumers of KCOs can describe guarantees for the content they are selling or purchasing.

5. Self-Description - the ontology that describes the internal structure and semantics of KCOs.

3.3.7 The oQual ontology

oQual [GCCL06a, GCCL06b] is an ontology of ontology evaluation and validation, which models evaluation and validation as a diagnostic tasks over ontology elements, processes, and attributes. These tasks involve:

1. Quality-Oriented Ontology Descriptions (qoods), descriptions of an ontology, which provide the roles and tasks of the elements resp. processes from/on an ontology, and have elementary qoods (called principles) as their parts. For example, a type of qood is retrieve, which formalizes the requirement to be able to answer a certain competency question.

2. Value spaces (i.e., attributes) of ontology elements.

3. Principles for assessing the ontology fitness, which are modelled as elementary qoods, and are typically parts of a project-oriented qood.

4. Parameters (ranging over the attributes -value spaces- of ontologies or ontology elements), defined within a principle.
5. **Parameter dependencies** holding across **principles** because of the interdependencies between the value spaces of the measured ontology elements.

6. **Preferential ordering functions** that compose **parameters** from different **principles**.

7. **Trade-offs**, which provide a conflict resolution **description** when combining **principles** with conflicting **parameters**.

### 3.3.8 C-ODO and its relation to OMV, the NeOn Networked Ontology Model and ODM

The Ontology Metadata Vocabulary (OMV) has initially been proposed in 2005 as a standard for annotating ontologies with metadata [HSHP05]. The current version OMV 2.0\(^7\) introduced a distinction between a core part of OMV and possible extensions. The core part captures information expected to be relevant to the majority of ontology reuse settings (see Error! Reference source not found.). In order to allow ontology developers and users to specify task- or application-specific ontology related information, OMV extension modules can be developed. These modules are physically separated from the core scheme, but remain compatible to its element. Extensions are required to import the OMV Core ontology. While the current version of OMV does not allow referring to elements within an ontology, future work aims at allowing a more granular annotation. D1.1.1 [HRWB06] also relies on OMV as a vocabulary to describe ontology metadata in a network of ontologies.

Because OMV focuses on metadata about ontologies and not on its formal semantics or (collaborative) design, we will develop a C-ODO extension to OMV to enable these features. This way the benefits of an ontology intended to be used by applications storing ontologies (OMV) and an ontology that describes the design process and the formal semantics (C-ODO) can be combined.

In contrast to the recent Ontology Definition Metamodel (ODM) proposal by OMG’s Ontology PSIG\(^8\), the NeOn Networked Ontology Model as defined in D1.1.1 [HRWB06] does not try to cover all possible ontology languages and formalisms but is focussing on the real NeOn problems. For example, ODM does not provide a mapping or rule metamodel. It has a different scope than the NeOn Networked Ontology Model. Therefore, OMG’s ODM should not be seen as a competing metamodel, but rather as a proposal with a focus not compatible with NeOn goals, although they seem to address similar problems.

C-ODO should be seen as an extension to both OMV and the NeOn Networked Ontology model. They all can coexist and benefit from one another to allow description of the whole ontology lifecycle. As a first step, we will link C-ODO to OMV (classes: ontology, author, task) and the NeOn Networked Ontology Model (classes: networked ontology, network of ontologies, contextual relations) in the next version of C-ODO. After that a proper extension to OMV will be developed.

---

\(^7\) Ontology and further information available at [http://omv.ontoware.org/](http://omv.ontoware.org/)

\(^8\) [http://www.omg.org/ontology/]
3.3.9 Network of Ontologies

We adopt here the Definition 1 of deliverable D1.1.1 [HRWB06] for Network of Ontologies and Networked Ontology:
“A Network of Ontologies is a collection of ontologies related together via a variety of different relationships such as mapping, modularization, version, and dependency relationships. We call the elements of this collection Networked Ontologies.”

Fig. 13 and Fig. 14 below show how the notions of Network of Ontologies and Networked Ontology have been included in C-ODO in terms of the concept of Collection and, respectively, Information Object. The relationships that can hold between networked ontologies are represented as `owl:subPropertyOf` eConnectedTo, whose name reminds of the proposed semantics for networked ontologies in work packages 1 and 3.

Figure 13: Network of Ontologies
3.3.10 The modelling stack of C-ODO

C-ODO *traverses* the ontologies that have been described, which can be considered within a stack of languages for describing the domain of collaborative ontology design. That domain comprises social, formal, and computational entities: persons, roles, ontologies, tools, functionalities, goals, design patterns, workflows, etc. The extreme ontological heterogeneity of the domain has required a carefully designed reification vocabulary, which spans from concrete objects to abstract ideas without mixing up the entities described.

Fig. 15 shows the C-ODO stack. Ontology design domain is assumed to span across the following layers:

- the knowledge base layer (individuals and facts about a domain of interest), for example a knowledge base that contains relevant fishery objects, annotated or modelled by means of a fishery ontology;
- the ontology layer (ontologies and their elements), for example a fishery ontology;
- the ontology metadata layer (ontologies, individuals and facts about ontologies and their elements), for example the information about the authors, dates, subjects, and versioning data about the fishery ontology, expressed by means of OMV [HSHP05];
- the ontology metamodel layer (ontologies, individuals and facts about ontology formal languages), for example the formal description of representation primitives used by a formal language for ontologies such as OWL, expressed by means of ODM or the NeOn Networked Ontology Model (NOM) [HRWB06].

Ontology design is depicted as a vertical layer that traverses the four horizontal layers, because ontology design domain needs to talk about the relations between individuals from all those layers, e.g. between a designer, and its decision to use a certain OWL construct, or between an informal theory presented in a paper, and a design pattern encoded in UML.

![Figure 15: The C-ODO stack](image)

**Disclaimer.** C-ODO is not intended as a complete language to be used by any NeOn user, for all aspects of ontology design, and in place of existing tools. On the contrary, it is an attempt to clarify issues related to different decision making procedures in collaborative ontology design: what language? What entities? What users? What functionality? What tool? are different issues that deserve a proper decision making. C-ODO helps to formalise what users, functionalities, and tools are needed in a particular context.

For example, a formal model of an argumentation method helps distinguishing it from other methods, and to express which functionalities are needed for which users, and which tools implement them. This is relevant for semantic interoperability: user requirements can be confronted to functionality specifications and to tool or service profiles. Confrontation and interoperability do not require a user to be aware of C-ODO modelling, since user aspects should be covered by appropriate user-ontology and user-tool interactions (cf. NeOn WP4).

As another source of evidence for C-ODO usability, its high expressivity in terms of the logic used (OWL-DL) and the amount of primitives employed (127 classes, currently) can be easily hidden from the final user, while exploiting its expressive power to generate very friendly collaborative ontology design environments. An experimental environment collaborative ontology design is being created by means of a tool, called SemanticFactory, which will be presented in the deliverable D2.3.1. The environment will create and maintain automatically a wiki that keeps updated an ontology and the design discourse around it. That environment will keep C-ODO hidden hidden from the user, while allowing all its semantic expressivity in an operational way.
4. C-ODO as a language for collaborative ontology design

In this section we introduce the formal definition of C-ODO. A complete presentation of the current state of C-ODO in OWL(DL) is available online in an OWLDoc-like format from: http://www.loa-cnr.it/ontologies/HTML/CODO/index.html.

The presentation follows here the six modules composing the ontology as they have been presented in section 3, i.e. ontology project, collaborative design workflow, argumentation, design rationale, design pattern, and functionality.

Each module has a dedicated section including: a description of background notions and rationales that are behind its ontological definition; a UML diagram (the used notation assumes a UML OWL profile), reflecting the module main concepts as they are defined and related in C-ODO; formal definitions of module main concepts, in OWL abstract syntax and English prose.

For the sake of readability we use the following prefixes in place of complete URI for namespaces (definition of prefixes is given in OWL abstract syntax), where ontologies are physically retrievable:

```
Namespace(rdf= <http://www.w3.org/1999/02/22-rdf-syntax-ns#>)
Namespace(xsd= <http://www.w3.org/2001/XMLSchema#>)
Namespace(rdfs= <http://www.w3.org/2000/01/rdf-schema#>)
Namespace(owl = <http://www.w3.org/2002/07/owl#>)
Namespace(kco = <http://www.loa-cnr.it/ontologies/KCO/KCO.owl#>)
Namespace(inf = <http://www.loa-cnr.it/ontologies/InformationObjects.owl#>)
Namespace(edns = <http://www.loa-cnr.it/ontologies/ExtendedDnS.owl#>)
Namespace(sys = <http://www.loa-cnr.it/ontologies/Systems.owl#>)
Namespace(oqual = <http://www.loa-cnr.it/ontologies/EVAL/oQual.owl#>)
Namespace(pla = <http://www.loa-cnr.it/ontologies/Plans.owl#>)
Namespace(dol = <http://www.loa-cnr.it/ontologies/DOLCE-Lite.owl#>)
```

The base namespace (corresponding to the empty prefix) is:

http://www.loa-cnr.it/ontologies/OD/OntologyDesign.owl#

4.1 Ontology projects

The generic notion of “project” is widely used in Software Engineering as a basis for Project Management Software (PMS). Even a trivial search on the Web³ for reviews of this type of software makes clear what functionalities are usually provided by it, as well as the conceptualisations on which such software is based. Consider for instance the following list of features used for comparing to each other commercial pieces of PMS:

- Project Management, which may comprise: Task Management (e.g. Assign/Reassign Tasks, Task Progress Tracking, Task Feedback, Task Goals/Deadlines, Task Dependencies, Recurring Tasks), Scheduling (e.g. Calendars, Time Lines, Events), Gantt Charts, Reporting (e.g. Statistics, Work Load, Financials, Custom), Document Management, Budgeting, Critical Path Method, Project Templates, Scope, Milestones, Baseline.

³ See e.g. http://project-management-software-review.toptenreviews.com
³ This is partly taken from http://en.wikipedia.org/wiki/Project_management and http://en.wikipedia.org/wiki/Project_management_software

2007 © Copyright lies with the respective authors and their institutions.
• Resource Management, which may comprise: Resource Details, Skill Sets, Timesheets, Materials/Supplies, Check In/Check Out, Import Resources, eMail Addresses, Costs, Resource Notes, Groups.

• Collaboration, which may comprise: Dashboard, Centralized Collaboration Centre, Team Calendars/Timelines, Issue Tracking, Print Reports/Documents, Forums, eMail Integration.

• Help/Support, which may comprise: Phone Support, Manual, FAQ, Knowledge Base.

The accent in the list above is operational: most notions are related to time and tasks, key elements of planning. Yet, the variables involved in a piece of PMS have a wider range than temporal variables only. A project does not simply have to do with scheduling activities, but also with managing resources, which are the structural elements of a project.

In more analytic terms the notion of “project”, as studied for instance in fields like Project Management\(^{10}\), tend to reduce the variables for describing a project to three main types:

- Time (the sum of the time required to complete each task);
- Cost (the sum of costs for labour, material, risk, plants, equipment, and profit);
- Scope (the end result).

Interestingly, the most complex of these three dimensions is Cost. This hints once more at the heterogeneity of resources, which are hardly modelled by a single variable, but only measured in terms of their financial cost.

Within these three dimensions, the constraints are set for the Project Management Activities (e.g. planning work or objectives, analysing and designing objectives, assessing and mitigating risk, estimating resources, allocating resources, quality management, issues management etc.) and for the Project Management Artefacts that support such activities (e.g., project charter, business case or feasibility study, governance model, risk register etc.).

Despite many similarities between the general notion of project presented above and the notion of Ontology Project modelled in this deliverable, our definition mainly concentrates on the aspects of a project related to its scope or end result: the ontology delivered by a project.

We do not consider issues of scheduling or cost-assessment, even though these aspects may easily be incorporated in our model. This follows from the fact that in our ontology - as shown in Fig. 16 and in the (OWL abstract syntax) definition reported in next section - Ontology Project is a plan.

The disengagement from temporal and material aspects illustrated above allows us to base our definition of Ontology Project only on the following five elements: Epistemic Workflow, Working Knowledge Item, Knowledge Resource, Knowledge Product, Functionality. These concepts are meant to convey the *epistemic nature* of an Ontology Project, i.e. the idea that an Ontology Project enables the *production of knowledge from knowledge*. In more detail:

- Epistemic Workflow: a relationship between rational agents that influences the knowledge of one or more agents in the relationship. Such influence takes place in a workflow involving some or all the agents. An epistemic workflow therefore is both an epistemic influence and a plan, having as its main goal the production of knowledge.

- Working Knowledge Item: a working item role played only by information objects.

- Knowledge Resource: a resource role played only by information objects.

- Knowledge Product: a product role played only by information objects

---

\(^{10}\) Project Management
• Functionality: a task to be performed within an ontology project, e.g. 'evaluation'. As any other task, functionalities are 'defined-in' some description/schema, in this case in some 'functionality description'. Once defined, functionalities become available to be 'd-used-in' a certain ontology project (schema).

4.1.1 Ontology project

Definition An ontology project is a plan that is composed of some epistemic workflow (see section 4.2.1) and uses some concepts from the following classes: working knowledge object (section 4.1.2), functionality (section 4.1.3), performer role, knowledge resource role (section 4.1.5), and knowledge product role (4.1.6).
Figure 16: Ontology Project and its proximal classes
4.1.2 Knowledge role

Class(knowledgeRole complete
intersectionOf(edns:role
restriction(edns:classifies allValuesFrom(edns:information-object))
restriction(is-concept-used-in someValuesForm(epistemic-influence))))

**Definition** A knowledge role is equivalent to a role that both is classified by an information object (section 4.1.10) and is concept used in some epistemic influence.

4.1.3 Knowledge resource role

Class(knowledgeResourceRole complete
intersectionOf(knowledgeRole sys:resourceRole))

**Definition** A knowledge resource role is equivalent to a role that is both a knowledge role (section 4.1.2) and a resource role.

4.1.4 Knowledge product role

Class(knowledgeProductRole complete
intersectionOf(knowledgeRole sys:productRole))

Class(knowledgeProductRole partial
restriction(is-concept-used-in someValuesFrom(knowledgeProductionGoal)))

**Definition** A knowledge product role is equivalent to a role that is both a knowledge role (section 4.1.2) and a product role. Furthermore, a knowledge product role is a concept used in some knowledge production goal.

4.1.5 Working knowledge item role

Class(workingKnowledgeItemRole complete
intersectionOf(knowledgeRole sys:workingItemRole))

**Definition** A working knowledge item role is equivalent to a role that is both a knowledge role (section 4.1.2) and a working item role.

4.1.6 Functionality

Class(functionality partial
restriction(accomplishedThrough allValuesFrom(design-operation))
edns:task
restriction(edns:defined-in someValuesFrom(functionality-description)))

**Definition** A functionality is a task which is accomplished through only design operations (section 4.1.11) and defined in some functionality description (section 4.1.7).
4.1.7 Functionality description

Class(functionality-description complete
intersectionOf(
edns:description
restriction(edns:defines someValuesFrom(functionality))))

**Definition** A functionality description is equivalent to a description that defines some functionality (section 4.1.6).

4.1.8 Ontology project execution

Class(ontology-project-execution partial
edns:situation
restriction(edns:setting-for someValuesFrom(knowledge-collective))
restriction(edns:setting-for someValuesFrom(edns:information-object))
restriction(edns:setting-for someValuesFrom(edns:rational-agent))
restriction(edns:setting-for someValuesFrom(design-operation))
restriction(edns:component someValuesFrom(epistemic-workflow-enactment))
restriction(edns:satisfies someValuesFrom(ontology-project)))

**Definition** An ontology project execution is a situation that unfolds through the enactment of some epistemic workflow (section 4.2.4) and satisfies some ontology project (section 4.1.1). Furthermore an ontology project execution is a setting for some entity from classes: knowledge collective (section 4.1.9), information object (section 4.1.10), rational agent, and design operation (section 4.1.10).

4.1.9 Knowledge collective

Class(knowledge-collective partial
restriction(edns:unified-by someValuesFrom(epistemic-workflow))
edns:collective)

**Definition** A knowledge collective is a collective that is unified by some epistemic workflow (section 4.2.1).

4.1.10 Design operation

Design operations are the basic actions actually executed on ontology elements, and lead to design solutions (see 4.5). In C-ODO, design operations are accomplishments of some functionality. A functionality is then a generic edns:task, defined within a functionality-description. Functionality descriptions can be very generic (as from the class: generic-functionality-description), as e.g. in UML “use case diagrams”, which only specify their edns:goal, or they can include a method for the achievement of that goal (as from the class: functionality-method). Functionality methods can finally be at the social level (social-method-specification) or at the computational level (software-method-specification).

Class(design-operation complete
intersectionOf(
restriction(edns:setting someValuesFrom(design-making))
restriction(isTheAccomplishmentOf someValuesFrom(functionality))
edns:action))
Definition A design operation is equivalent to an action that accomplishes some functionality (section 4.1.6), within some design making situation (section 4.4.3)

Figure 17: Design operations, functionalities, and design making situations

4.2 Collaborative design workflows

Analyses of collaboration found in the literature are rarely focused on ontologies (with the notable exception of [LU94] and [FAR96]), and a general theory of collaboration is currently missing. For the present purposes, we will mainly focus on what directly relates to ontology design, or can be easily adapted to it.

Our notion/definition of collaboration within NeOn should:

- Cover all of the scenarios related to our use cases
- Be formalizable
- Be supportable by tools
- Be general enough to be reusable

The current subsection is therefore organised as follows. In 4.2.1 we present our definition of collaboration in the terms provided by C-ODO, hence with specific attention to collaboration towards ontology design and making. All examples will be concerned with collaborative ontology development, and wherever possible they will be taken from case studies provided by WP7 and WP8. We will then discuss typical requirements for collaborative activities (especially in online distributed environments) as found in the literature (4.2.2). Further, we will present a review of current tools that support (some of the types of) online collaboration (4.2.3), and finally discuss the so-called social-technical gap between requirements and support (4.2.4). The desired functionalities of collaboration support within NeOn (including state of the art) are then presented in Section 4.

Following intuition, a collaborative activity is concerned with the way a community carries out a complex task in a cooperative fashion.
Most approaches to collaboration identify as a necessary requirement the presence of two or more agents that work together towards a given goal. The collaboration frame in FrameNet [BFL98] is also defined around such concepts: “Partner_1 and Partner_2 or a group of Partners work together in some Undertaking”\(^{11}\).

As far as knowledge-production goals are concerned, both partners are (implicitly) required to be rational agents (cf. [GAN05a]), with one of the two possibly having a more prominent role (this could be realized, e.g., as the subject of a clause). The undertaking element marks the expressions that refer to the project/plan/task on which the partners are collaborating.

When talking of knowledge communities like those targeted by ontology engineering and NeOn, we should assume, as a starting point, a very comprehensive notion of (social) knowledge relationship, including e.g. the following different situations:

1) Knowledge relationships whose participants are physically co-located, work in a same group and project and can communicate flawlessly in shared languages and with common tools. For example, two prospective NeOn users both working at UN-FAO, Rome, speaking a fluent English, both expert in their respective fields, competent on using the same communication tools, and collaborating on the design of an ontology for fishery regulations.

2) Knowledge relationships whose participants are geographically distributed, work in a same community for related projects and can communicate with some fluency in a language and with some common tools. For example, two prospective NeOn users working at UN-FAO, Rome, and CABI, Oxford, speaking a decent English, both expert in their respective fields, somehow competent on using at least one communication tool, and collaborating on the design of two ontologies for fishery regulations and for fishery techniques respectively.

3) Knowledge relationships, whose participants are not co-located in space, work in heterogeneous communities and cannot easily access their respective languages and communication tools, but have compatible goals. An example could comprise two users who work respectively for UN-FAO, and as an independent farmer in the Maluti Mountains, Lesotho. They have never met, have respectively inaccessible languages and, while being both experts in their respective fields, they are not necessarily competent on using the same communication tools. Moreover, they are not going to make any joint work on the design of an ontology for farming techniques; in principle, however, the knowledge owned by the independent farmer can be relevant for that task, and the UN-FAO user could involve the farmer in her project as a consultant.

4) Knowledge relationships whose participants belong to heterogeneous communities, live in disjoint space-time, work on unrelated projects, and have no accessibility to their languages and communication tools. An example could comprise a UN-FAO user, and Aristotle. It is not completely absurd to think about a distinction by Aristotle to be reused by the UN-FAO user, e.g. that between matter and attribute (substance and accident in Aristotle's terms).

While the third and fourth situations cannot be considered typical collaborative scenarios, nonetheless, a form of knowledge (or ‘epistemic’) relationship can be generalized to occur even between agents living at disjoint space-time, and having apparently incompatible goals and communication means.

In order to comply with the most general and intuitive definition of collaboration, and at the same time account for all of the scenarios that might arise in the NeOn-related environments, we include the concept of ‘collaboration’ proper in a wider descriptive context, which we term **epistemic influence**.

\(^{11}\) http://framenet.icsi.berkeley.edu/index.php?option=com_wrapper&Itemid=118&frame=Collaboration&
An epistemic influence is a relationship between rational agents that influences the knowledge of one or more agents in the relationship.

In DnS and C-ODO terms, the epistemic-influence relationship (edns:description) uses at least two roles:
- An agent-driven role (i.e., a role that must be played by an agent, edns:agent-driven-role), and
- A knowledge-resource role (od:knowledgeRole).

Epistemic-influence relationships are satisfied-by epistemic-influence situations (edns:situation), which are setting for at least two rational agents and one information object playing the role of knowledge-resource. They include the case in which there is only one rational agent that is 'influenced' by some information/knowledge that, in turn, has been produced at a different time by the very same agent (as when, e.g., revising one's own work).

Epistemic workflows are conceived of as a subclass of epistemic influence:

An epistemic workflow is both an epistemic influence and a plan (edns:plan), which:
- has a knowledge-production goal (edns:goal) as main goal,
- uses a working-knowledge-item role, a knowledge-resource role, a knowledge-product role (all od:knowledgeRole), and an accountable Performer role (od:performerRole),
- has an argumentation structure (od:argumentation-structure) as component.

Since, according to C-ODO, argumentation structures are themselves descriptions which have design rationale/s as components (see sec. 4.3), we postulate that any epistemic workflow (mereologically) includes at least one design rationale (see sec. 4.4). Rationales of the workflows themselves, on the other hand, will not be discussed in this deliverable.

Epistemic workflows, finally, are satisfied by epistemic-workflow enactments, which are situations that have an agent-co-participation situation and an argumentation-situation as components, a knowledge-production-goal situation (including in its setting the final ontology-lifecycle product) as direct successor, at least two rational agents/knowledge collectives, one of them necessarily playing the role of accountable Performer, and two information objects in their setting, playing respectively the roles of working knowledge item, and ontology-lifecycle resource.
Hence, any epistemic-workflow enactment includes the following elements:

- **A₁** = rational agent/knowledge collective
- **A₂** = rational agent/knowledge collective
- **K₁** = working knowledge item (expressing a viewpoint/rationale, e.g. a working hypothesis) of **A₁**
- **K₂** = ontology-lifecycle resource (expressing a viewpoint/rationale) of **A₂**
- **P** = plan (e.g. ontology-design project), including at least one knowledge-production goal as main goal (G)
- **TK** = at least one task (e.g. functionality), of which the plan consists of
- **R** = at least one accountable performer role, played by one or both rational agents, that is targeted at one or more tasks
- **AR** = an argumentation (that has a design-making component)
- **Kᵣ** = a final information object playing the role of ontology-lifecycle product (expressing an emerging viewpoint/rationale) resulting from epistemic influence, and that is in the setting of the knowledge-production-goal situation
- **T** = at least one time interval, at which a rational agent interprets an ontology-lifecycle resource

The plan must be created or internally represented by at least one of the rational agents involved in the epistemic workflow (although, as said above, in the typical collaborative case a project is ‘shared’ by all the involved agents; cf. [GAN05a] and [BOT06]).

Wrt the epistemic-influence relation, assigning different values of specific features applying to agents will yield different influence types, in a hierarchy ranging from the weakest influence to the highest, namely collaboration proper. More specifically, rational agents can adopt the plan’s main goal or not, hence can be accountable for it or not. The second feature basically expresses whether an agent is committed (through an explicit agreement) to the plan or not.

Finally, **Kᵣ** must be conceived as an element in the setting of the situation that satisfies the main goal of the plan (or, at a different level of granularity and recursively, one of its subgoal, e.g. the expected output of a task). In the case of collaborative ontology design, all the involved knowledge objects are typically ontology objects, i.e. bits of formal elements, annotations, or even natural language. The conceptualizations/descriptions expressed by ontology objects can either be the result of design rationales (e.g. a certain modelling solution), or the representation of a design rationale (e.g. a comment, an argumentation tag, or an email argument).

Let us now consider some cases of epistemic workflow.

1. Let us take by way of example the following scenario (FAO use case 1.1.2 “Include a selection from an existing ontology”): an ontology expert needs to include a selection from an existing ontology into the ontology she is working with or building.

   - **A₁** = ontology expert, who is accountable knowledge creator (i.e., accountable performer and knowledge creator) of **K₁**
   - **A₂** = author of **K₂** (could be **A₁** at a previous time or any other ontology creator at any time), who, wrt **P** and **Kᵣ**, is a non-accountable knowledge creator
   - **K₁** = working-ontology-lifecycle item (an information object expressing e.g. use-case requirements)
   - **K₂** = ontology-lifecycle resource (ontology to be selected, or take selection from)
   - **P** = how to build ontology **Kᵣ**
   - **G** = having **Kᵣ** built properly
This is a type of epistemic workflow that we term usage. The main condition is the non-accountability of A₂. Note that this holds also in case A₁ = A₂, since in that case A₁ plays an accountable role when dealing with K₁, but A₂ does not, because she must have necessarily authored K₂ at a previous time, for a different task or a different execution of a same task. In other words, the identity of agents in a task of the use scenario does not require that that same agent is accountable for that task at all times of her lifecycle (this is formally represented by using admitting roles and tasks in the domain of quantification of our language).

**Definition** Usage is a case of epistemic workflow that uses one additional role (with respect to epistemic workflow): non-accountable knowledge creator (for agents that have created the knowledge resource to be used in the workflow, but that are not actively involved in the current knowledge production plan).

An usage situation is an enactment of a usage workflow. It is the setting for at least two rational agents: one accountable, the other a non-accountable knowledge creator.

2. Let us now consider another example: the same scenario as above, but A₁ asks A₂ to send her the ontology she needs in order to achieve her goal, and A₂ complies. This means that A₂ is assigned a role in a task of the project, but it does not imply that she is accountable for anything related to it. So, more specifically, elements are described as follows:

- A₁ = ontology expert, who is an accountable knowledge creator
- A₂ = author of K₂, who, wrt P and Kᵢ, is a non-accountable knowledge creator and non-accountable performer
- K₁ = A₁’s view on the ontology to be build
- K₂ = ontology to be selected (or take selection from)
- P = include a selection from ontology K₂
- Kᵢ = final resulting ontology

This type of epistemic workflow we term interaction:

**Definition** Interaction is a case of epistemic workflow that prescribes the proactive involvement of two rational agents. A rational agent can also be a team (a collective), provided that the members perform actions expected by a shared interaction plan. It is crucial, however, that only some of the activated rational agents adopt the goal of the interaction (some of them are non-accountable performers).

An interaction situation is an enactment of an interaction workflow. It is the setting for at least two rational agents/teams: one an accountable performer, the other a non-accountable knowledge creator.

3. Let us now consider a third example: again, in the same scenario as above, A₁ asks A₂ to further develop her ontology in a specific direction, so that the final result will be best suited to the selection task A₁ has planned to perform in order to achieve her goal. If A₂ complies, this means that not only she is assigned a role in a task of the (new) ontology project, but also that she adopts the main goal of the project, thus becoming an accountable performer. Elements of this kind of workflow can be described as follows:

- A₁ = ontology expert, who is an accountable knowledge creator
- A₂ = author of K₂, who, wrt P and Kᵢ, is an accountable knowledge creator and an accountable performer
- K₁ = A₁’s and A₂’s shared view on the ontology to be build
K₂ = ontology to be selected (or take selection from)

P = include a selection from ontology K₂

Kₐ = final resulting ontology

In this case all involved agents are accountable performers, and we can talk of collaboration proper:

Collaboration is a case of epistemic workflow that prescribes the proactive involvement of all rational agents, i.e. all the involved rational agents adopt the main goal of the collaboration plan. A rational agent can also be a team (a collective), provided that the members perform actions expected by a shared interaction plan.

A collaboration situation is an enactment of a collaboration workflow. It is a setting for at least two rational agents, both accountable.

This definition of epistemic workflow includes the ‘Aristotle case’ (the fourth in our initial list), which is a typical situation of ‘usage’. The third of the above-listed examples, on the contrary, is a case of ‘interaction’, while we will talk of ‘collaborative workflows’ for the first two above-listed examples, which imply a sharing of both goals and tools, as well as the performance (by each of the collaborating agent) of (at least one) task defined in one and the same project. [The performed tasks should be, typically, different, but maybe it could be allowed for ‘redundancy’]

Based on this definition of collaboration, a network (of whatever kind) always implies a form of epistemic workflow, and vice-versa.

4.2.1 Epistemic Workflow

Class(epistemic-workflow partial
edns:plan
epistemic-influence
restriction(edns:component someValuesFrom(argumentation-structure))
restriction(has-main-goal someValuesFrom(knowledgeProductionGoal))
restriction(edns:satisfied-by allValuesFrom(epistemic-workflow-enactment))
restriction(uses-concept someValuesFrom(workingKnowledgeItemRole))
restriction(uses-concept someValuesFrom(knowledgeResourceRole))
restriction(uses-concept someValuesFrom(knowledgeProductRole))
restriction(uses-concept someValuesFrom(accountablePerformerRole)))

Definition An epistemic workflow is a plan the main goal of which is some knowledge production goal (section 4.2.2). Furthermore, it is an epistemic influence which is composed of an argumentation structure (section 4.3.1) and that is satisfied by some epistemic workflow enactment (section 4.2.4). An epistemic workflow uses some concept from the following classes: working knowledge item role (section 4.1.5), knowledge resource role (4.1.3), knowledge product role (4.1.4), and accountable performer role (4.2.3).

4.2.2 Knowledge production goal

Class(knowledgeProductionGoal partial
edns:goal
uses-concept someValuesFrom(knowledgeRole))

Definition A knowledge production goal is a goal whose expected situation includes new knowledge objects.
4.2.3 Accountable performer role

Definition An accountable performer role is a performer role. It is equivalent to a performer role, which classifies only those rationale agents that adopt a goal which is the main goal of some plan.

4.2.4 Epistemic workflow enactment

Definition An epistemic workflow enactment is an epistemic influence situation that is composed of some agent co-participation situation and some argumentation situation (section 4.3.3). It is the direct successor of some knowledge production goal situation and satisfies some epistemic workflow (section 4.2.1). Furthermore, an epistemic workflow enactment is the setting some entity from the following classes: time interval, information objects that are also classified by an ontology lifecycle product, information objects that are also classified by an ontology lifecycle resource, and rational agents which are classified by some accountable performer role.

4.3 Argumentation

The two classical accounts on argumentation theory [Tou58, POT70] provide general schemas for representing argumentative processes. Toulmin’s schema is based on four primitives: claims, datas, warrants and backings. Claims are derived from “datas” thanks to “warrants”. The argumentative validity of this link depends on the acceptability degree of a “backing” supporting the “warrant”. An important point is the field-relatedness of these “backings” and their “acceptability degree”. They might range from jurisprudence in legal argumentation to experience results in biology. The soundness of the argumentation depends on the acceptability degree of the warrant within the competent community. In the case of ontology development, these “backings” can be seen as desired and undesired properties of the resulting ontology (consistency, coverage...). These ideas have been partly applied in [BSU+03]. However argumentation theory is lively subject
where more rigorous and formal frameworks (using informal logics and formal dialectics) are continuously developed [RN03]. The work in this direction, already recognized in the argumentation community [UBMSGL04], has to be pursued.

An important aspect development is to find the right balance between usability and formal expressiveness. A scenario using argumentation theory for ontological support might follow the characterization proposed in [EG03]. In their framework an argumentation session (a kind of collaborative workflow in C-ODO) is compound of (i) a confrontation where the problem is presented (expression of design solution divergences), (ii) an opening where argumentation rules are established, including the closing conditions of the session (the decision of acceptable ontology design rationales coming from our community best principles), (iii) the argumentation itself where the dialectical rules (from a given argumentation structure) are applied, (iv) a conclusion where the closing conditions are met.

C-ODO represents these notions by introducing the classes: argumentation structure (made up of dialectical rules: claiming, agreeing, disagreeing, refusing, etc.), argumentation situation (any situation including designers arguing on ontology design solutions), argumentation role (any role played by knowledge resources and ontology elements involved in the argumentation, e.g. preferred choice, debated choice, refused rationale, etc.), and argumentation task (any task to be accomplished within an argumentation situation). As an example, the generic [EG03] framework is represented in the class: argumentation session schema, which is a kind or collaboration workflow, and can be enacted as an argumentation session within an argumentation situation.

![Argumentation structure and its proximal classes](image)

**Figure 19: Argumentation structure and its proximal classes**

### 4.3.1 Argumentation structure

**Definition** An argumentation structure is a description composed of some design rationale (section 4.1.1) and uses some concept from the following classes: argumentation role (section 4.3.2), and performer role.
4.3.2 Argumentation role

Definition An argumentation role is a role that classifies only something that has been argued by a rational agent involved in an argumentation situation. Consistently with that, it is used as a concept in some argumentation structure (section 4.3.1).

4.3.3 Argumentation situation

Definition An argumentation situation is a situation that is composed of some design making, satisfies only argumentation structures and is the setting for some rational agent who has argued something.
4.3.4 Argumentation session schema

Definition An argumentation session schema is an argumentation structure based on a collaboration workflow, which is composed of at least four tasks involving designers roles: a confrontation of respective choices, a declaration of the rationales assumed for those choices, an application of some dialectic rule, and a resolution of the argumentation. As a schema, it does not imply that the actual argumentation session will be carried out satisfactorily for both parties.
4.3.5 Argumentation task

**Definition** An argumentation task is a complex task to be achieved during the enactment of an argumentation session schema. Four typical classes of argumentation tasks have been singled out: choice-confrontation, rationale-declaration, dialectic-rule, and argument-resolution.

4.4 Design rationales and design making

According to the historical survey provided in [REG00], design rationales (DRs) are related to the ways in which organisations capture, preserve and manage their intellectual capital. Currently, DRs constitute an intensively researched topic in a number of disciplines, spanning from mechanical design to software engineering, artificial intelligence, computer-supported cooperative work, and human-computer interaction.

In the literature, a DR has been defined as:

1. “A representation of the reasoning which has been invested in a design” ([CON91])
2. “An explanation of why an artefact, or some part of an artefact, is designed the way it is” ([LEE91])
3. "A representation for explicitly documenting the reasoning and argumentation that make sense of a specific artefact" [MYBM91]
4. “Design rationales are the solutions adopted to reach a given goal” (cf. Simon Buckingham-Shum, Design rationale [BSU+03])

According to [REG00], DRs should include all the background knowledge of a creation process, such as deliberating, reasoning, trade-off and decision-making in the design process of an artefact – i.e., all the information that can be crucially valuable to various people who have to deal with the artefact. In the 1980s, this information used to be expressed in terms of specifications and parameters to describe the way the artefact worked, but did not include a description of why it had been designed the way it was. Due to this incomplete documentation, work teams often needed (and still need) considerable amounts of communication in order to understand others' previous work when performing maintenance and redesigning activities. Hence, research since then has mainly focused on ways of keeping track of DRs, so that they can be used both to record the history of design process (in order to modify and maintain existing designs, or to design similar artefacts) and to structure design problems (as a basis to explore new design options, and an aid to discussion and reasoning among collaborating designers). Under this respect, DRs are partially related to the 'provenance' functionality, as the latter has also the purpose of tracking the reasons why a change has occurred and to record the history of the design process.

Crucial attention must be paid to the notion of argumentation. According to [MYBM91], DR's analyses are not simply records of the design process, but rather they "are co-products of design, along with the target artefact being designed. That is to say, documented analyses are themselves artefacts - they are explicit representations that must be created and designed by designers...". A DR represents "a structured space of design alternatives and the considerations for choosing among them - different choices in the design space resulting in different possible artefacts". Hence, a DR "has to be constructed alongside the artefact itself… supporting both the original process of design and subsequent work on redesign and reuse… serving as a vehicle for communication".
One aim of our work is to provide people involved in the design of ontologies with a way to represent the rationales that characterizes their design decisions, and how these rationales are discussed within an argumentation session. On the basis of the definitions 1 to 4, we distinguish between solutions adopted and reasons behind such choices, and assume that design rationales represent reasons.

**Definition** A design rationale (DR) is as an explicit statement (or set of statements), which represents the reasons why an object (product) has been (or is being) designed the way it is.

At a very general level, we will then represent design activities on the basis of projects, which in turn include workflows (or coordination patterns) involving argumentation schemas that lead to explicitly formulate (by means of DRs) the motivations for the choice of a specific design-pattern schema.

DRs involve, and can be analyzed along, three dimensions:

- **Content**: deals with the objects used or created in order to design the product;
- **Task (or service)**: is related to the requirements the product is meant to meet;
- **Sustainability**: “what use at what cost”, cf. [SHU94]

When a rationale is applied to one or more ontology elements, a configuration of possible design solutions emerges. Hence, an ontology design rationale can be seen both as a description of the motivations behind specific ontology design solutions, and as the principle according to which those choices have been made available.

Although design solutions involve operations to materialize a design, we distinguish between design solutions concerning the structure of ontologies, and choices concerning their production, implementation, etc. The first set of choices is represented with reference to so-called 'ontology design patterns', while the second set is represented with reference to 'lifecycle design patterns'. The first set is the main focus in the current version of this ontology, while the second will be possibly considered in future work. Note that this ontology currently includes the representation of production and implementation of ontologies, but not (explicitly) the representation of their design solutions (i.e. those related to 'lifecycle design patterns').

Ontology design can be motivated with reference to task or sustainability criteria (see below), but it is typically motivated with reference to structure and content, i.e. against a choice space created by the use of a pattern (either implicit or explicit) and a rationale that motivates its application. For example, if a designer is designing an ontology from a flat list of 10 classes, including \{Dog, Canine, \...,\}, and is willing to apply the `subClassOf` axiom pattern to Dog, the implicit choice space has a cardinality=10 (9 possible superclasses, or being a top class).
If the rationale of choosing e.g. the axiom \( \text{Dog} \, \text{subClassOf} \, \text{Canine} \) is that Dog's instances are all Canine's instances, the designer is applying an 'extensional semantics' rationale to the pattern employed.

In other words, the design pattern (in the example, the \( \text{subClassOf} \) axiom pattern) represents the quality of a certain solution (in the example, the actual axiom), whose rationale is 'extensional semantics', which leads to the design solution of the \( \text{Dog} \, \text{subClassOf} \, \text{Canine} \) axiom, because all Dog's instances are also Canine's instances.

As a matter of fact, the choice can be motivated by different rationales, e.g. the axiom \( \text{Dog} \, \text{subClassOf} \, \text{Canine} \) can be supported by a 'lexical semantics' rationale, which could take WordNet hyponymy relation as evidence.

Another rationale is the 'expertise semantics' rationale, which could use a poll system against a sample of domain experts voting on the best candidate as Dog's super-class.

Still another rationale is 'best approximation semantics' to a repository of content design patterns, so that the best candidate as a super-class may be chosen from an existing content pattern that includes Dog and Canine, with a best similarity match.

Arbitrarily complex rationales can be built to support decision on simple patterns like \( \text{subClassOf} \), as well as on very complex ones, like content pattern composition.

As another, more complex example, a choice can involve two different patterns. E.g. a designer wants to create a relation between A and B, but she is undecided if the relation is \( A \, \text{subClassOf} \, B \) or \( A \, \text{partOf} \, B \). The two possible choices are not two axioms, but two different axiom patterns, which have their own related choice spaces. The choice space of the designer is the union of those choice spaces, while the rationale is some combination of the rationales pertaining to the different choices.

In practice, the designer can apply:
- an extensional rationale to \( A \, \text{subClassOf} \, B \): the relative choice space has a cardinality of 4: either all A's instances are all B's instances, or not all, or none (disjointness), or unknown, and
- an intensional rationale to \( A \, \text{partOf} \, B \): the relative choice space has a cardinality of 4: either it is conceivable in the designer's world to think of all A's instances as being part of some B's instance, or it is conceivable in the designer's world for any A's instance to be part of any B's instance, or no A's instance can ever be part of any B's instance, or it is unknown.

The combined rationale is executed against a choice space with a cardinality of \( 4 \times 4 = 16 \), i.e. any combination of one choice from the first set and one choice from the second set: first set: either \( A \, \text{subClassOf} \, B \), or \( A \, \text{overlaps} \, B \), or \( A \, \text{disjoint} \, B \), or unknown(\( A \, \text{subClassOf} \, B \)), and second set: \( A \, \text{partOf} \, \text{some} \, B \), or \( A \, \text{partOf} \, \text{only} \, B \), or \( A \, \text{partOf} \, \text{exactly} \, 0 \, B \), or unknown(\( A \, \text{partOf} \, B \)).

Choice spaces are defined here as collections of choice spaces, i.e. possible situations resulting from the application of a rationale to one or more design pattern, either architectural (untyped, see the class: architectural-design-pattern), or content (typed, see the class: content-design-pattern).

Ontology design rationales can be very general, as when they work as guidelines for a class of design makings, as well as very specific, as when they work as criteria for a particular design making.

Following the three proposed dimensions of analysis, ontology DRs can be of different sorts, and a specific rationale can result as a composition of these sorts:

- A first sort, including content rationales (exemplified above), is based on data, such as attributes, measurements, natural language evidence, etc. Content rationales motivate a choice within a choice space available for a design operation.
- A second sort, including task rationales, is based on queries (also called competency questions) that motivate a choice within a choice space available for a design operation.
Motivating queries can be represented as use case descriptions, and can be exploited as unit tests for ontologies [VG06]. Task rationales usually address complex choices, because they are matched to clusters of design solutions that can satisfy a query. Task rationales can be used at best together with a ‘best approximation semantics’ rationale, i.e. together with a repository of content design patterns (the repository can be either existing, or created on the fly).

- A third sort is sustainability rationales, usually pragmatic principles that motivate a choice. For example, the cost of a design solution, measured in hours, money, computational complexity, etc., is a typical sustainability rationale. Another one is provenance, by which authoritativeness of a solution is advocated for reuse.

When a design rationale is satisfied, this results into a design making, i.e. the situation in which discussed rationales are implemented in order to obtain certain design solutions out of the choice space allowed by the rationale. Design making is unfolded by executing design operations that accomplish a functionality by following a method, either social or computational. In the last case for example, a design operation can be assisted or made by a software system (i.e. a “tool”). Consequently, design makings actually satisfy both a design rationale, and a functionality method.

4.4.1 Design rationale

Class(design-rationale partial
dns:design:description
restriction(edns:component someValuesFrom(design-pattern-schema))
restriction(edns:satisfied-by allValuesFrom(design-making)))

Definition A design rationale is a description that involves some design pattern schema (section 4.5.1) and is satisfied only by a design making (4.4.3).

4.4.2 Ontology design rationale

Class(ontology-design-rationale partial
design-rationaleestriction(uses-concept someValuesFrom(functionality))
restriction(uses-concept someValuesFrom(edns:agent-driven-role))
restriction(uses-concept someValuesFrom(knowledgeRole))
restriction(uses-concept someValuesFrom(sys:performerRole))
restriction(edns:satisfied-by allValuesFrom(design-making)))

Definition An ontology design rationale is a design rationale that involves some concepts from the following classes: functionality (section 4.1.6), agent driven role, knowledge role (section 4.1.2), and performer role. Furthermore, an ontology design rationale is satisfied only by a design making (4.4.3). An ontology design rationale is also a component of an argumentation structure (section 4.3.1), and addresses some design pattern schema (section 4.5.1).
4.4.3 Design making

Definition A design making is a situation that involves some design solution and satisfies both some design rationale (section 4.4.1) and some functionality description (section 4.1.7). Furthermore, a design making is the setting for some entity from the following classes: information object (section 4.1.10), rational agent, and design operation (section 4.1.10). A design making is the instantiation of a design rationale in the design of an ontology, and it is a component of an argumentation situation (section 4.3.3).

4.5 Design patterns and choices

Reusing existing artefacts is a practice that advantages designers of any field (i.e., software, business, etc) in undertaking their tasks. The same applies to ontology designers that can reuse previously produced ontologies or parts of them. In our framework we define the main concepts and relations useful for representing such design behaviour. Informally, ontology design patterns can be of several kinds:

- Logical constructs (axiom schemas), e.g. the following OWL constructs:
  - <owl:Class> <rdfs:subClassOf> <owl:Class>
  - <owl:Restriction> <owl:someValuesFrom> <owl:Class> <owl:onProperty> <owl:ObjectProperty>

- Macros of logical languages, in the sense of [Vra05], e.g. compositions of OWL constructs that are typical, such as the conjunction of the two logical constructs given above:
  - <owl:Class>
    - <rdfs:subClassOf> <owl:Class>
    - <rdfs:subClassOf> <owl:Restriction> <owl:someValuesFrom> <owl:Class> <owl:onProperty> <owl:ObjectProperty>

- Architectural design patterns are formal expressions for solving structural issues. Macros are simple examples of architectural patterns, while maintaining a binary graph structure all over an ontology is a complex one

- Content design patterns [Gan05] are “typed” macros, since they refer to a non-logical vocabulary. They help a designer solving domain specific issues. Examples include generic patterns for describing workflows, systems, components, plans, roles, as well as specific patterns for describing recipes, invoicing, soccer events, book subjects, medical diagnoses, etc.

- Ontology anti-patterns, which identify wrong solutions recurrent in recurrent design issues. The confusion between different partial orders (e.g. sub-class-of vs. part-of) is a typical anti-pattern.

Design pattern schemas are used in order to guide designers in using ontology design patterns. Fig. 22 shows the C-ODO definition of design pattern schema and design pattern skin.
A **design pattern schema** (DPS) is a description that includes the roles, tasks, and parameters to implement a 'best' practice for an ontology design operation. For example, a DPS for content creation provides instructions to clone, choose, compose, or specialize an existing ontology or collection of ontology elements. If the schema contains only non-procedural descriptions it is called a **design pattern skin**.

A skin is a schema for purely 'structural' design patterns, i.e. descriptions of the elements to be put into an ontology that is supposed to reuse an **architectural or content design pattern** (see Fig. 23 and its description below). For example, a skin for the `subClassOf` pattern will be defined with one role that classifies only a subsumption relation, and two roles for classes in that partial order. A skin for a `partOf` pattern will be defined e.g. with one role for a mereological relation, and three roles for two entities of a same category (e.g. either objects or events), and one role for a time interval.
Fig. 23 depicts how we define the concepts *architectural design pattern* and *content design pattern*.

Architectural design patterns are formal expressions, whose only parts are expressions from the logical vocabulary of a theory i.e., they are *untyped* ontology design patterns. Architectural patterns can be either very simple, such as OWL macros [Vra05], or very complex. Among complex architectural patterns, the famous Aristotelian *genus et differentia specifica* for building taxonomies with explicit, incremental criteria, is an architectural pattern. Other examples of architectural patterns are: *matricial* (based on specific values that distinguish the application of properties to different classes), *free-style* (creating axioms first, then trying to organize them into ordered sets), *descriptive* (creating two-layered models for making sense of reification and/or meta-modelling), *split existential* (splitting the complexity of reasoning with existential restrictions between two-layered models), etc.

A content design pattern (CODEP) [Gan05] is a clone of a configuration of ontology elements, which are usually from a same reference ontology. A CODEP is a *typed* design pattern, because it is a clone of a collection of ontology elements that have a ‘type’, i.e. a name from the non-logical vocabulary of a theory.
Fig. 24 shows how the concept *use case pattern* is defined in our framework. Specifically, a *use case pattern* is a formal encoding of a use case. It can either be generic or specific, i.e. bound to a certain domain. Typical examples of use case patterns are competency questions.

The situations that satisfy a design pattern schema are called *design solutions*. A design solution is a purely structural situation, which represents a state of an ontology or a part of it, at time \( t \). For example, the fact that version 36 (December 19\(^{th}\), 2006) of C-ODO contains the *owl:Class design-operation*, which is a *rdfs:subClassOf* *edns:action*, is a design solution.

A design solution is a *setting-for* some ontology-elements, the additional *edns:information-objects* that identify or annotate ontology elements, and the *dol:time-intervals* at which a configuration of those ontology elements holds.

Identifiers and (informal) annotations of ontology elements are not ontology elements, because they are not *inf:formal-expressions* (like ontology elements are), but they are constitutive parts of ontologies. For example, an ontology element can be *lexicalized-by* some *inf:linguistic-object* in a certain *inf:natural-language*. Multilingual lexicalization of ontology elements can be represented by using these primitives, and still preserving the identity of linguistic objects, which are not reduced to strings (although a string can still be used to add a datatype to them).

### 4.5.1 Design pattern schema

```turtle
Class(design-pattern-schema partial
equal:good
restriction(edns:satisfied-by allValuesFrom(intersectionOf(
edns:situation
restriction(edns:setting-for someValuesFrom(ontology-element))))))
```
Definition A design pattern schema is a good (i.e., quality oriented ontology description) and is satisfied only by a situation that is the setting for some ontology element (section 4.5.7). Ontology design-pattern schemas are instantiated by design solutions (situations) that are the setting for ontology elements and their axioms.

4.5.2 Design pattern skin

Class(design-pattern-skin partial
    design-pattern-schema
    restriction(uses-concept someValuesFrom(patternRole))
    restriction(uses-concept someValuesFrom(elementRole)))

Definition A design pattern skin is a design pattern schema (section 4.5.2) that involves some concepts from the following classes: pattern role (setion 4.5.3), and element role (section 4.5.5).

4.5.3 Pattern role

Class(patternRole partial
    designRole)

Definition A pattern role is a design role (section 4.5.4).

4.5.4 Design role

Class(designRole partial
    edns:role
    restriction(is-concept-used-in someValuesFrom(design-pattern-schema)))

Definition A design role is a role and is a concept used in some design pattern schema (section 4.5.1).

4.5.5 Element role

Class(elementRole partial
    designRole)

Definition An element role is a design role (section 4.5.4).

4.5.6 Design solution

Class(design-solution partial
    edns:situation
    restriction(edns:satisfies someValuesFrom(design-pattern-schema))
    restriction(edns:setting-for someValuesFrom(inf:formal-expression))
    restriction(edns:setting-for someValuesFrom(ontology-element)))

Definition A design solution is a situation that satisfies some design pattern schema (section 4.5.1). Furthermore, it is the setting for some entity from the following classes: formal expression (section 4.5.7), and ontology element (section 4.5.8). For example, the occurrence of a subClassOf axiom (which is an ontology element) and its elements as included in a design solution complying to a subClassOf OWL macro.
4.5.7 Formal expression

Definition A formal expression is an information object (section 4.1.10) that is represented in some formal language.

4.5.8 Ontology Element

Definition An ontology element is equivalent to a formal expression that is a proper part of some ontology, e.g. axioms, classes, individuals and relations. Furthermore, an ontology element can be lexicalized by some linguistic object in a certain language: since some types of elements do not have necessarily a lexicalization, the relation between ontology elements and linguistic objects has only a 0..* cardinality in C-ODO.

4.5.9 OWL macro

Definition An OWL macro is an architectural design pattern (section 4.5.10) that has some OWL ontology element as a proper part (section 4.5.8).

4.5.10 Architectural design pattern

Definition An architectural design pattern is a formal expression (section 4.5.7).

4.5.11 Content design pattern

Definition A content design pattern (CODeP) is an ontology (section 4.5.14). Furthermore, it is a networked ontology (section 4.5.13) that specializes some architectural design pattern (section 4.5.10), which is composed of only architectural design patterns.
4.5.12 Use case pattern

Definition A use case pattern is an ontology (section 4.5.14).

4.5.13 Networked ontology

Definition A networked ontology is an ontology (section 4.5.14). Furthermore, it is equivalent to an ontology that is a member of some network of ontologies.

4.5.14 Ontology

Definition An ontology is a formal expression (section 4.5.7) that is realized only by either analogical objects or non-executable digital objects.
5. Tasks for the next deliverable

1. Mapping of OMV, ODM, and NeOn Networked Ontology Model to C-ODO

2. Suggesting guidelines for the formalization of the WP5 glossary of activities in C-ODO

3. Collecting C-ODO representations of requirements, functionalities and tools from the other deliverables of WP2, which will constitute the CODF (Collaborative Ontology Design Functionalities) model

4. Adding C-ODO descriptions of advanced requirements from case studies (WP7, WP8)
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